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UI-КОМПОНЕНТИ, REACT, TAILWIND CSS, STORYBOOK, ТЕСТУВАННЯ, 

АДАПТИВНІСТЬ 

Об’єкт розробки - адаптивна та масштабована бібліотека UI-компонентів 

Simple-UI для веб-застосунків з можливістю конфігурації та повторного 

використання компонентів. 

Мета роботи - розробити бібліотеку UI-компонентів, яка забезпечує гнучку 

конфігурацію, адаптивну стилізацію, повну документацію та стабільну поведінку 

інтерфейсів, використовуючи технології React, Tailwind CSS та Storybook. 

Методи дослідження - використання використання компонентно-

орієнтованого підходу у розробці з застосуванням фреймворку React, стилізації на 

основі Tailwind CSS, документування компонентів у Storybook, а також 

використання сучасних інструментів тестування: Vitest, Playwright та Storybook 

Interaction Testing. 

Розроблено масштабовану бібліотеку UI-компонентів Simple-UI, що містить 

набір атомарних, молекулярних та організмових компонентів, які підтримують 

адаптивність, типізованість, ARIA-атрибути та різні варіанти відображення. У 

бібліотеку інтегровано дизайн-токени, конфігураційний контракт UI Contract та 

систему централізованої стилізації. 

Було проведено аналіз існуючих UI-бібліотек і їх функціональних 

можливостей, проєктування архітектури Simple-UI, реалізацію компонентів, 

створення системи документації на базі Storybook, а також комплексне тестування: 

юніт-тести, інтерактивні тести, візуальні регресійні перевірки та аналіз доступності. 

Результати роботи включають повністю функціональну бібліотеку Simple-UI 

з інтерактивною документацією, інструкціями для розробників, рекомендаціями 

щодо використання та подальшого розвитку, а також оцінкою переваг і недоліків 

застосованих технологій у контексті створення масштабованих інтерфейсних 

рішень. 
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ПЕРЕЛІК УМОВНИХ ПОЗНАЧЕНЬ, СИМВОЛІВ, СКОРОЧЕНЬ, ТЕРМІНІВ 

 

Умовні позначення, 

символи, скорочення, 

терміни 

Пояснення умовних позначень, скорочень, 

символів 

UI User Interface, користувацький інтерфейс 

UX User Experience, користувацький досвід 

DSL Domain-Specific Language, предметно-орієнтована 

мова 

JSON JavaScript Object Notation, формат структурованих 

даних 

API Application Programming Interface, інтерфейс 

програмування застосунків 

CI/CD Continuous Integration / Continuous Delivery, 

безперервна інтеграція та доставка 

DOM Document Object Model, модель представлення 

HTML-документа 

JSX Синтаксичне розширення JavaScript для опису UI-

компонентів 

TS / TypeScript Типізована надбудова над JavaScript 

NPM Node Package Manager, менеджер пакетів JavaScript 

Vitest Фреймворк для юніт-тестування проєктів на Vite 

Playwright Засіб для автоматизованого та візуального 

тестування інтерфейсів 

Storybook Середовище для документування та тестування UI-

компонентів 

Tailwind CSS utility-first CSS фреймворк для стилізації 

інтерфейсів 

CVA Class Variance Authority, бібліотека для керування 

варіантами стилів 

RWD Responsive Web Design, адаптивний веб-дизайн 
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UI Contract Конфігураційний контракт компонента (набір 

правил та параметрів) 

Atom / Molecule / Organism Рівні атомарного дизайну за методологією Бреда 

Фроста 

Snapshot Зразок еталонного зображення для візуального 

тестування 

A11y Accessibility, доступність інтерфейсу 

MDX Формат документування, що поєднує Markdown і 

JSX 

Component Props Властивості (параметри) React-компонента 

Design Tokens Стандартизовані значення стилів (кольори, 

шрифти, відступи) 

Vite Сучасний збирач інтерфейсів із підтримкою 

модульної структури та Hot Reload 

GitHub Actions Сервіс автоматизації CI/CD процесів у GitHub 

Regression Testing Тестування на предмет візуальних або 

поведінкових відмінностей між версіями 

Addons (Storybook Addons) Розширення Storybook для тестування, 

документації та аналізу 

Config Конфігураційний файл або структура налаштувань 

компонентів 
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ВСТУП 

 

У сучасних умовах розвитку цифрових технологій важливим аспектом 

ефективності веб-застосунків є якість, узгодженість та передбачуваність 

користувацького інтерфейсу. Бізнес-процеси, електронна комерція, освітні 

платформи та соціальні сервіси потребують інтерфейсів, які не лише привабливо 

виглядають, але й забезпечують високу стабільність, доступність, швидкість 

взаємодії та гнучкість адаптації до вимог різних систем. Саме тому зростає потреба 

у використанні професійних UI-бібліотек та дизайн-систем, які спрощують 

створення масштабованих інтерфейсів, знижують витрати на розробку і 

забезпечують єдиний стиль у межах великих проєктів. 

Особливої актуальності набувають сучасні підходи до побудови інтерфейсів у 

середовищі React, де переважає компонентно-орієнтована архітектура. Сучасні UI-

бібліотеки повинні відповідати вимогам адаптивності, доступності, повторного 

використання, а також мати можливість централізованого керування стилями та 

поведінкою компонентів. Для реалізації таких вимог необхідні технології, що 

підтримують модульність, типізованість, ефективну документацію та комплексну 

систему тестування. У цьому контексті значну роль відіграють Tailwind CSS як 

засіб декларативної стилізації, а також Storybook як платформа для документування 

та інтерактивної демонстрації компонентів. 

Таким чином, розробка масштабованої, гнучкої та конфігурованої бібліотеки 

UI-компонентів є важливим завданням сучасної веб-розробки. Створення такої 

бібліотеки дозволить стандартизувати інтерфейсні рішення, підвищити 

продуктивність команд розробників, забезпечити стабільність UI та пришвидшити 

процес створення нових модулів у складних системах. 

Об’єктом дослідження є процес побудови адаптивної та масштабованої 

дизайн-системи для веб-інтерфейсів. 

Предметом дослідження є архітектурні, конфігураційні та технологічні 

підходи до створення бібліотеки UI-компонентів на основі React, Tailwind CSS та 

Storybook. 
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Метою роботи є розробка адаптивної та масштабованої UI-бібліотеки Simple-

UI, яка забезпечує зручність інтеграції, можливість конфігурації через UI Contract, 

підтримку дизайн-токенів, повноцінну документацію та комплексну інфраструктуру 

тестування, що гарантує високу якість і стабільність компонентів. 

Для досягнення мети застосовано методи моделювання архітектури, аналізу 

існуючих UI-рішень, синтезування конфігураційних моделей, модульного 

проєктування, а також методи тестування, що включають юніт-тести, інтерактивні 

сценарії, візуальні регресійні перевірки та тести доступності. У роботі 

використовуються сучасні інструменти фронтенд-розробки, такі як React 19, 

Tailwind CSS v4, Storybook 8, Vitest, Playwright та GitHub Actions. 

Структурно магістерська робота складається зі вступу, у якому визначено 

актуальність теми, мету, об’єкт і предмет дослідження; першого розділу, 

присвяченого постановці задачі; другого розділу, який містить інформаційний огляд 

сучасних підходів до побудови UI-бібліотек; третього розділу з теоретичним 

обґрунтуванням архітектури Simple-UI; четвертого розділу, що описує практичну 

реалізацію, тестування та документування бібліотеки; висновків, списку 

використаних джерел та додатків. 

Розроблена бібліотека Simple-UI відповідає сучасним тенденціям побудови 

інтерфейсів, забезпечуючи гнучкість, типізованість, модульність і високу 

стабільність, що робить її ефективним інструментом для створення масштабованих 

веб-рішень нового покоління. 

Розробка веб-блогу на базі React.js та Express.js відповідає сучасним 

тенденціям у веб-дизайні та розробці, забезпечуючи гнучкість, швидкість і високий 

рівень персоналізації, що робить його зручним і привабливим для сучасного 

користувача. 
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1. ПОСТАНОВКА ЗАДАЧІ 

 

1.1 Постановка задачі розроблення адаптивної та масштабованої бібліотеки UI-

компонентів Simple-UI 

 

Для виконання магістерської кваліфікаційної роботи на тему 

«Розробка адаптивної та масштабованої бібліотеки UI-компонентів з підтримкою 

конфігурації на основі технологій React, Tailwind CSS та Storybook» 

поставлено завдання створити сучасну UI-бібліотеку, яка забезпечує можливість 

швидкої інтеграції, конфігураційності, повторного використання та 

централізованого документування компонентів. Проєкт спрямований на 

формування гнучкої дизайн-системи, що може масштабуватися відповідно до 

потреб різних веб-додатків. 

План роботи включає такі етапи: 

 Дослідження існуючих рішень: У межах роботи необхідно провести аналіз 

сучасних UI-бібліотек (Material UI, Chakra UI, Ant Design, ShadCN UI) з 

метою визначення їхніх архітектурних особливостей, сильних і слабких 

сторін, принципів стилізації та підходів до конфігураційності. Особлива увага 

приділяється порівнянню моделей варіантності компонентів, використанню 

дизайн-токенів, підтримці доступності та методам документування. 

 Аналіз потреб розробників та користувачів UI-систем: Для формування вимог 

до Simple-UI необхідно оцінити потреби команд фронтенд-розробки, зокрема 

швидку інтеграцію компонентів, передбачувану поведінку, підтримку 

адаптивності, доступності, кастомізації та повну документацію. На основі 

цього формуються цілі бібліотеки та принципи побудови дизайн-системи. 

 Проєктування архітектури бібліотеки: Архітектура Simple-UI має 

ґрунтуватися на методології Atomic Design, включати поділ на атоми, 

молекули та організми, мати централізовану систему стилів на основі 

Tailwind CSS, а також підтримувати конфігураційний контракт компонентів 

(UI Contract). Проєктування враховує вимоги масштабованості, модульності 

та повторного використання. 
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 Реалізація функціональності бібліотеки: Під час розроблення компонентів 

потрібно забезпечити їхню доступність, адаптивність, варіантність, 

типізованість, передбачувану поведінку у різних станах (disabled, loading), а 

також можливість використання у будь-якому React/Next.js-проєкті. До 

складу бібліотеки мають входити як базові, так і складні компоненти 

інтерфейсу. 

 Формування документації у Storybook: Документація має надавати 

повноцінний огляд кожного компонента, включати інтерактивні приклади, 

таблиці властивостей, Controls, блоки JSX-коду та додаткові пояснення у 

форматі MDX. Storybook відіграє роль середовища для перегляду, тестування 

та демонстрації компонентів. 

 Створення інфраструктури тестування: Бібліотека повинна мати систему 

тестів, що забезпечує перевірку логіки, поведінки, зовнішнього вигляду і 

доступності компонентів. До неї входять юніт-тести, інтерактивні тести, 

візуальні регресійні перевірки та A11y-тести. Усі перевірки мають бути 

автоматизовані. 

 Інтеграція в CI/CD: Для забезпечення стабільності бібліотеки необхідно 

налаштувати GitHub Actions, які виконуватимуть запуск тестів, збірку 

документації, перевірку візуальних відмінностей та блокування некоректних 

змін. 

Ця робота спрямована на створення універсальної та масштабованої 

бібліотеки Simple-UI, яка не лише забезпечує єдину та узгоджену структуру 

компонентів для різних веб-проєктів, але й надає гнучку конфігурацію через UI 

Contract, підтримує адаптивну стилізацію відповідно до сучасних принципів 

дизайн-систем, гарантує високу стабільність завдяки комплексному тестуванню та 

інтеграції в CI/CD, спрощує процес розробки за рахунок повторного використання 

компонентів, містить повну інтерактивну документацію для швидкого освоєння, а 

також створює основу для подальшого масштабування бібліотеки без порушення її 

архітектурної цілісності. 
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2. ІНФОРМАЦІЙНИЙ ОГЛЯД 

 

2.1 Аналіз сучасних UI-бібліотек (MUI, Chakra UI, Ant Design, ShadCN UI) 

 

Сучасні UI-бібліотеки є ключовими інструментами у розробці клієнтських 

інтерфейсів, забезпечуючи стандартизований набір компонентів, дизайн-тем, 

патернів інтеракцій і засобів доступності. Їх використання дозволяє значно 

скоротити час створення інтерфейсів, підвищити якість візуальної частини та 

забезпечити консистентність у межах продукту. Нижче наведено аналіз найбільш 

популярних UI-рішень, які формують сучасні підходи до побудови компонентних 

систем: Material UI (MUI), Chakra UI, Ant Design та ShadCN UI. [1] 

Material UI - одна з найпоширеніших UI-бібліотек для React, що реалізує 

дизайн-принципи Material Design від Google. Вона орієнтована на корпоративні та 

продуктові застосунки, забезпечуючи широкий набір готових компонентів. 

Переваги MUI 

 Дуже велика кількість компонентів та модулів. 

 Підтримка темізації та адаптивного дизайну. 

 Розвинена система стилізації (sx-prop, styled API). 

 Вбудована підтримка доступності (ARIA-атрибути). 

Недоліки MUI 

 Великий розмір бандлу, що негативно впливає на performance. 

 Стилізація складних компонентів потребує значних зусиль. 

 Жорстка прив’язка до Material Design, через що складно повністю змінити 

стиль під індивідуальний бренд. 

Для чого підходить 

Корпоративні інтерфейси, де важлива функціональність, а не повна 

кастомність. 

Chakra UI - легка, сучасна бібліотека, яку вирізняє простота стилізації через 

пропси. Вона акцентує увагу на доступності та швидкому створенні адаптивних 

інтерфейсів. 
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Переваги Chakra UI 

 Просте API та інтуїтивне налаштування компонентів. 

 Чудова реалізація доступності (focus management, keyboard navigation). 

 Інтегрована система стилів на основі design tokens. 

 Можливість повної темізації через конфігурацію. 

Недоліки Chakra UI 

 Стилі генеруються через JavaScript, що збільшує runtime cost. 

 Обмежена гнучкість у порівнянні з Tailwind CSS + Headless UI підходами. 

 Менший набір компонентів у порівнянні з MUI та Ant Design. 

Для чого підходить 

Проєкти, де важлива простота використання, хороша доступність і швидкий 

старт. 

Ant Design - enterprise-рівнева бібліотека, популярна у великих компаніях та 

адміністративних інтерфейсах. Вона має чітку структуру, потужні таблиці, форми 

та графічні компоненти. 

Переваги Ant Design 

 Дуже багатий набір компонентів, включаючи складні (таблиці, динамічні 

форми). 

 Професійний вигляд компонентів та структурних патернів. 

 Підтримка TypeScript на високому рівні. 

 Детальна документація та великий ком’юніті. 

Недоліки Ant Design 

 Важка та “масивна” бібліотека, яка додає значне навантаження. 

 CSS-підхід з меншою гнучкістю, ніж Tailwind чи CSS-in-JS. 

 Складність адаптації під нестандартний дизайн. 

Для чого підходить 

Кабінети, CRM-системи, адмін-панелі, великі бізнес-застосунки. 

ShadCN UI - сучасне рішення, яке поєднує Tailwind CSS і Radix UI. 

Унікальність бібліотеки в тому, що це не пакунок, а генератор файлів компонентів, 

які включаються безпосередньо в проєкт. 
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Переваги ShadCN UI 

 Компоненти як вихідний код - повна контрольованість і кастомізація. 

 Сучасні headless-компоненти від Radix UI. 

 Ідеальна інтеграція з Tailwind CSS. 

 Можливість розширювати компоненти на свій розсуд. 

Недоліки ShadCN UI 

 Це не бібліотека, а набір шаблонів (код не оновлюється автоматично). 

 Відсутність конфігураційної моделі. 

 Не містить єдиної структури дизайну або токенів. 

 Вимагає досвідчених розробників та дисципліни у проєкті. 

Для чого підходить 

Проєкти, де потрібен повний контроль над UI та Tailwind-орієнтований 

підхід. 

Порівняння ui бібліотек зображено в таблиці(див. табл. 2.1) 

 

таблиця 2.1 - Порівняльна таблиця 

Бібліотека Переваги Недоліки Коли застосовувати 

MUI великий набір 

компонентів, 

стабільність 

важко кастомізувати, 

важка 

корпоративні UI 

Chakra UI простота, доступність слабка продуктивність 

стилізації 

стартапи, MVP 

Ant Design enterprise-патерни, 

складні компоненти 

складний стиль, важка адмін-панелі 

ShadCN UI гнучкість, Tailwind, 

Radix 

не оновлюється як 

бібліотека 

кастомні UI 

Simple-UI (твоя 

бібліотека) 

контрактність, 

легкість, адаптивність 

у стадії розвитку проєкти з високою 

гнучкістю UI 
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2.2 Методологія атомарного дизайну та роль дизайн-систем 

 

Методологія атомарного дизайну (Atomic Design), запропонована Бредом 

Фростом у 2016 році, стала фундаментальним підходом до побудови сучасних 

дизайн-систем і UI-бібліотек. Її ключова ідея полягає в тому, що інтерфейси слід 

конструювати з невеликих, добре структурованих елементів, які можна повторно 

використовувати, комбінувати та масштабувати. 

Atomic Design забезпечує логічний поділ інтерфейсу на рівні складності, що 

дозволяє створювати масштабовані та стійкі до змін системи. Цей підхід широко 

використовується у відомих дизайн-системах - Google Material, IBM Carbon, Shopify 

Polaris, Salesforce Lightning - і став основою для створення бібліотек компонентів у 

React та інших фреймворках. [2] 

У контексті розробки Simple-UI ця методологія виступає не лише 

теоретичним підґрунтям, але й визначає структуру всіх компонентів: атоми, 

молекули, організми та вищі рівні композиції. 

Структура атомарного дизайну 

1. Атоми (Atoms) 

Атоми - це базові, неподільні елементи інтерфейсу. Вони включають: 

 кнопки (Button); 

 текстові поля (Input); 

 мітки (Label); 

 іконки; 

 індикатори завантаження (Spinner); 

 чекбокси та перемикачі. 

Кожен атом виконує одну конкретну функцію та має мінімальну залежність 

від контексту. 

У Simple-UI атоми - це фундамент усіх інших рівнів системи. 
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2. Молекули (Molecules) 

Молекули - це поєднання кількох атомів, які утворюють самодостатній 

інтерфейсний блок. 

Приклади: 

 Input + Label; 

 Card + Badge; 

 Checkbox + Text; 

 Tabs + TabTrigger. 

Особливість молекул - вони вже мають поведінку, але залишаються відносно 

простими. 

У Simple-UI молекулярні компоненти часто використовують UI Contract для 

опису структури в JSON. 

3. Організми (Organisms) 

Організми - складні композиції, які складаються з молекул та атомів: 

 Dialog; 

 Accordion; 

 Navbar; 

 Tabs; 

 Modal. 

Це рівень, де зʼявляється значна логіка, взаємодія між частинами та 

управління станами. 

У Simple-UI організми часто мають декілька підкомпонентів: 

Dialog 

 ├─ Dialog.Trigger   

 ├─ Dialog.Content   

 ├─ Dialog.Footer   

 └─ Dialog.Close 
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4. Шаблони (Templates) 

Шаблони визначають розташування блоків без конкретного контенту. 

У бібліотеці Simple-UI цей рівень частково виражений через композицію 

компонентів у Storybook, але зазвичай реалізується у кінцевих проєктах. 

5. Сторінки (Pages) 

Готові інтерфейси з реальними даними. 

Цей рівень не входить до Simple-UI, але бібліотека створена для того, щоб його 

формувати максимально просто. 

Переваги методу Atomic Design для Simple-UI 

1. Масштабованість 

Структура з атомів і молекул дозволяє розширювати бібліотеку без 

порушення існуючих компонентів. 

2. Прозорість та передбачуваність API 

Компоненти побудовані за чіткою схемою, що полегшує їх розуміння і 

використання. 

3. Висока повторна використуваність 

Один атом може використовуватися у десятках молекул і організмів. 

4. Легке тестування 

Atomic Design природно формує три рівні тестів: 

 атоми - юніт-тести; 

 молекули - інтеграційні тести; 

 організми - візуальні тести. 

5. Ясна структура у Storybook 

Принципи Atomic Design дозволяють об’єднати документацію у логічні 

групи. 

Роль дизайн-систем у UI-розробці 

Сучасні дизайн-системи - це не лише компоненти, а масштабні 

інфраструктурні рішення, що забезпечують: 

 єдність візуального стилю; 
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 стандарти поведінки та інтерфейсних патернів; 

 підтримку доступності; 

 повторне використання логіки; 

 зменшення витрат на розробку; 

 зручність командної роботи. 

У цьому контексті Simple-UI виступає як базовий UI-шар, на який може бути 

накладена повноцінна дизайн-система підприємства (темізація, токени, бренд-гайд). 

Atomic Design є оптимальною концепцією для побудови гнучкої UI-

бібліотеки, оскільки забезпечує логічну структуру компонентів, ясність їх взаємодії 

та передбачуваність API. Простота масштабування, підтримка стандартів 

доступності та легкість тестування роблять цей підхід фундаментом для Simple-UI 

та для будь-яких сучасних дизайн-систем. [3] 

  

2.3 Підходи до конфігураційності компонентів (props, JSON Schema, UI 

Contract) 

 

Конфігураційність є одним із ключових аспектів сучасних UI-бібліотек, 

оскільки вона визначає гнучкість, масштабованість і передбачуваність компонентів. 

Чим краще продумано систему налаштування, тим легше адаптувати компоненти до 

потреб конкретного продукту або дизайн-системи. У цьому підрозділі розглянуто 

три основні підходи до опису конфігурації: класичний props-підхід, JSON Schema-

моделі, а також конфігураційний контракт (UI Contract) - метод, що є основою 

архітектури Simple-UI. [4] 

1. Класичний props-підхід 

Props-підхід є традиційним для React та інших компонентних фреймворків. 

Кожен компонент приймає набір параметрів, які визначають його поведінку та 

стилізацію. 

Приклад 

<Button  

  variant="primary"  

  size="lg"  
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  disabled={false}  

  fullWidth  

/> 

Переваги props-підходу 

 зрозумілий та інтуїтивний API; 

 швидка розробка нескладних компонентів; 

 зручний у невеликих проєктах; 

 підтримує статичну типізацію (TypeScript). 

Недоліки props-підходу 

 кількість пропсів зростає разом зі складністю компонентів; 

 підтримка стає складною, коли компонент має 20-40 параметрів; 

 складно документувати уніфіковано; 

 виникає дублювання логіки між подібними компонентами; 

 важко створити централізовані правила для дизайн-системи. 

У великих библиотеках (MUI, Chakra UI) props API часто стає надмірно 

розширеним, що ускладнює підтримку. 

2. JSON Schema та декларативні моделі 

JSON Schema використовується у проєктах, де UI генерується або 

налаштовується через JSON-конфігурації. Цей підхід популярний у headless UI-

редакторах, low-code системах та CMS. 

Приклад JSON-конфігурації компонента 

{ 

  "$schema": "https://example.com/button.schema.json", 

  "type": "button", 

  "label": "Submit", 

  "variant": "secondary", 

  "size": "md" 

} 

Переваги JSON Schema 

 можливість централізованого контролю структури UI; 

 підходить для low-code/no-code середовищ; 

 легко зберігати у базі даних; 
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 підтримує валідацію; 

 дозволяє створювати UI-конструктори. 

Недоліки JSON Schema 

 складніша інтеграція у React-проєкти; 

 необхідність проміжного шару інтерпретації; 

 залежність від окремого інтерпретатора схеми. 

Хоча JSON Schema добре працює для опису UI, вона є занадто громіздкою 

для бібліотек компонентів і частіше використовується у великих системах. 

3. Конфігураційний контракт (UI Contract) - основа Simple-UI 

UI Contract - це спрощена, але структурована модель опису компонентів, яка 

поєднує легкість props-підходу та гнучкість JSON Schema. [5] 

В Simple-UI кожен компонент має свій контракт, що містить набір параметрів, 

які визначають: 

 зовнішній вигляд (variant, size, radius); 

 поведінку (disabled, state); 

 структуру (slots, composition); 

 стилізацію (tokens, theme overrides). 

Приклад UI Contract для кнопки 

{ 

  "component": "button", 

  "variant": "primary", 

  "size": "lg", 

  "radius": "md", 

  "fullWidth": false 

} 

Переваги UI Contract 

 єдине джерело істини щодо вигляду та логіки компонентів; 

 простота інтеграції у React (легше ніж JSON Schema); 

 гнучкість у розширенні та версіонуванні; 

 сумісність із TypeScript і автогенерацією типів; 

 можливість автоматичного створення документації Storybook; 

 можливість конфігурації UI без зміни коду; 
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 локалізована логіка (всі правила - у контракті). 

Чому UI Contract оптимальний для Simple-UI 

 дозволяє масштабувати бібліотеку без розростання пропсів; 

 забезпечує стабільність API при появі нових компонентів; 

 дозволяє створювати візуальні редактори конфігурацій; 

 забезпечує можливість крізьсистемної стилізації через токени; 

 є більш легкою та практичною альтернативою JSON Schema. 

Порівняння трьох підходів дозволяє зробити висновок, що props-модель 

підходить для невеликих проєктів, але погано масштабується. JSON Schema 

забезпечує потужні декларативні можливості, проте є занадто важкою для UI-

бібліотек. Конфігураційний контракт (UI Contract) ідеально поєднує гнучкість та 

легкість, забезпечуючи високу масштабованість, прогнозованість та можливість 

централізованого контролю. Тому саме UI Contract став основою архітектури 

бібліотеки Simple-UI. [6] 

 

2.4 Технології React, Tailwind CSS, Storybook та їх застосування у UI-розробці 

 

Сучасна розробка інтерфейсів спирається на екосистему інструментів, що 

забезпечують швидке створення UI, модульність, повторне використання 

компонентів та ефективне тестування. Для побудови бібліотеки Simple-UI 

використано три ключові технології - React, Tailwind CSS та Storybook - кожна з 

яких виконує свою важливу роль у розробці масштабованої системи компонентів. 

[7] 

1. React: основа компонентної архітектури 

React - це домінуючий JavaScript-фреймворк для побудови інтерфейсів, 

заснований на декларативній компонентній моделі. У контексті UI-бібліотек React 

забезпечує: 

Компонентність 

UI складається з невеликих незалежних блоків, що мають чіткі API: 

function Button({ variant, size }) { 

  return <button className={`btn-${variant} btn-${size}`}>Click</button>; 
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} 

Односпрямованість даних 

Спрощує передбачуваність логіки. 

Hooks API 

Надає механізми для керування станом та побудови поведінки: 

 useState, 

 useEffect, 

 useMemo, 

 кастомні хуки (useAccordion, useTabs). 

Переваги React для Simple-UI 

 чітка структура компонентів; 

 підтримка типізації через TypeScript; 

 висока продуктивність; 

 стабільний рендеринг і контрольований життєвий цикл; 

 широка екосистема бібліотек для UI, тестування, документації. 

React служить фундаментом Simple-UI, дозволяючи втілити атомарний дизайн 

і контрактну архітектуру. 

2. Tailwind CSS: utility-first підхід до стилізації 

Tailwind CSS - це сучасний CSS-фреймворк, заснований на принципі utility-

first, де стилі задаються через короткі класові утиліти: 

<button class="px-4 py-2 bg-blue-500 text-white rounded-lg"> 

  Button 

</button> 

Tailwind CSS забезпечує: 

Гнучкість і масштабованість 

 Створення власних токенів (кольори, шрифти, spacing, radius). 

 Легку підтримку адаптивності (sm:, md:, lg: breakpoints). 

 Відсутність конфліктів стилів. 

Мінімізацію CSS 

Завдяки purge-системі у фінальний бандл потрапляють лише ті стилі, які 

реально використані. 
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Повну контрольованість над UI 

Tailwind дає змогу побудувати унікальну дизайн-систему без сторонніх 

стилів. 

Переваги Tailwind CSS для Simple-UI 

 відсутність важких CSS-патернів; 

 легка інтеграція з React; 

 можливість декларативної стилізації в UI Contract; 

 швидкість розробки. 

При побудові Simple-UI Tailwind CSS працює як фундаментальна система 

токенів та стилів. 

3. Storybook: середовище документування та тестування компонентів 

Storybook - це інструмент для ізольованої розробки та демонстрації 

компонентів, який став стандартом у UI-індустрії. 

Ізоляція компонентів 

Storybook дозволяє запускати окремі компоненти без бекенда та оточення 

продукту: 

 перегляд різних станів (Default, Disabled, Loading); 

 інтерактивні playground-и; 

 контроль пропсів. 

Документація 

Автоматично генерує сторінки документації: 

 опис компонентів; 

 таблиці пропсів; 

 код прикладів; 

 підказки щодо використання. 

Інтерактивне тестування 

Storybook підтримує: 

 interaction tests, 

 storybook-addon-vitest, 

 a11y-тести, 
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 visual regression tests через Playwright. 

Переваги Storybook для Simple-UI 

 централізована документація; 

 візуальний контроль якості; 

 формування “живої” дизайн-системи; 

 ефективний pipeline тестування. 

Роль технологічного стеку у Simple-UI 

Поєднання React, Tailwind CSS і Storybook дозволило створити гнучку, 

модульну й технологічно зрілу UI-бібліотеку зображено в таблиці(див. табл. 2.2) 

 

таблиця 2.2 - Роль технічного стеку 

Технологія Роль у Simple-UI 

React компонентна архітектура, хуки, типізація 

Tailwind CSS дизайн-токени, адаптивність, стилізація 

компонентів 

Storybook документація, тестування, попередній перегляд 

компонентів 

 

 

Ці технології працюють синергійно, формуючи надійний фундамент для 

побудови дизайн-системи та масштабованої UI-бібліотеки. 
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 3. ТЕОРЕТИЧНА ЧАСТИНА 
 

3.1 Архітектурні принципи побудови бібліотеки Simple-UI 

 

Архітектура бібліотеки Simple-UI ґрунтується на принципах модульності, 

композиційності та конфігураційності, які дозволяють забезпечити гнучкість, 

масштабованість та передбачуваність поведінки UI-компонентів. Основним 

завданням архітектури є побудова системи, здатної поєднати чисту компонентну 

модель React, декларативну стилізацію Tailwind CSS та контрактний підхід до 

конфігурації компонентів. [8] 

Архітектурні вимоги до Simple-UI 

Під час проєктування бібліотеки було сформовано набір вимог, які 

визначають загальну структуру системи: 

 незалежність компонентів - кожен елемент має бути самодостатнім і не 

залежати від внутрішньої логіки інших компонентів; 

 мінімальна кількість побічних ефектів - всі компоненти повинні працювати 

передбачувано у будь-якому середовищі; 

 стабільний API - зміни у внутрішній реалізації не повинні ламати зовнішнє 

використання; 

 адаптивність - усі компоненти мають коректно працювати на різних 

breakpoints; 

 тестованість - структура повинна підтримувати різні типи тестування: unit, 

integration, visual; 

 розширюваність - можливість додати нові компоненти без зміни базових 

модулів; 

 контрактність - UI повинен описуватися через стандартизований 

конфігураційний контракт. 

Багаторівнева архітектура Simple-UI 

Архітектура Simple-UI складається з кількох логічних рівнів, що 

забезпечують чіткий поділ відповідальностей. 

1. Рівень атомів (Atoms Layer) 
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Це найнижчий рівень компонентів, який включає: 

 Button 

 Input 

 Label 

 Spinner 

 Badge 

 Checkbox 

 Switch 

Характерні властивості: 

 мінімальна логіка; 

 чисті UI-компоненти без станів; 

 стандартизований набір props; 

 повна відповідність дизайн-токенам. 

Цей рівень формує фундамент бібліотеки та забезпечує максимальну 

повторну використуваність. 

2. Рівень молекул (Molecules Layer) 

Молекули - це компоненти, які поєднують два або більше атомів: 

 Card 

 InputField (Input + Label) 

 Tabs.Trigger + Tabs.Content 

 FormGroup 

Особливості: 

 вміщують просту логіку; 

 забезпечують взаємодію між атомами; 

 частково залежать від внутрішнього стану. 

Молекули підвищують абстракцію інтерфейсу та спрощують побудову 

складних UI. 

3. Рівень організмів (Organisms Layer) 

Організми - найскладніші структурні компоненти: 

 Dialog 
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 Accordion 

 Tabs 

 Dropdown 

 Modal 

Це компоненти, що містять: 

 складну внутрішню логіку; 

 кілька підкомпонентів; 

 елементи композиції (slots, providers). 

Кожен організм створюється за моделлю композиційного API, коли існує 

головний компонент і набір дочірніх елементів: 

<Dialog> 

  <Dialog.Trigger /> 

  <Dialog.Content /> 

  <Dialog.Footer /> 

</Dialog> 

Таке API забезпечує природну структуру для багаторазового використання. 

4. Рівень конфігураційного контракту (UI Contract Layer) 

UI Contract - це декларативний опис компонентів, який забезпечує такі 

можливості: 

 централізоване налаштування зовнішнього вигляду; 

 модульну стилізацію на основі Tailwind токенів; 

 зберігання конфігурацій у JSON; 

 можливість створення UI-редакторів; 

 легке тестування. 

Приклад контракту: 

{ 

  "component": "button", 

  "variant": "secondary", 

  "size": "lg", 

  "radius": "full" 

} 

UI Contract став центральною концепцією Simple-UI, оскільки забезпечує 
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масштабованість бібліотеки та полегшує інтеграцію у системи з динамічною 

побудовою інтерфейсу. 

5. Рівень стилів та токенів (Design Tokens Layer) 

У бібліотеці використано Tailwind CSS як основу для: 

 системи spacing; 

 кольорової палітри; 

 border-radius; 

 тіней; 

 типографіки. 

Tailwind виступає єдиним джерелом істини для всіх стилів, забезпечуючи: 

 консистентність; 

 адаптивність; 

 мінімізацію CSS-коду; 

 простоту редагування дизайну. 

6. Рівень документації (Storybook Layer) 

Storybook в архітектурі Simple-UI виконує такі завдання: 

 демонстрація компонентів; 

 групування прикладів за Atomic Design; 

 генерація таблиць props; 

 тестування (interaction tests + accessibility); 

 використання як "живої" документації для команди. 

Таким чином Storybook є не просто додатком, а частиною архітектури 

бібліотеки. 

Архітектурні принципи Simple-UI забезпечують гнучку багаторівневу 

структуру, що поєднує атомарний дизайн, контрактність та Tailwind-орієнтовану 

стилізацію. Такий підхід дає змогу створити бібліотеку, яка: 

 легко розширюється; 

 має стабільний API; 

 забезпечує передбачуваність поведінки; 

 підтримує всі типи тестування; 
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 дозволяє масштабувати проєкти будь-якого рівня. 

 

3.2 Модель конфігураційного контракту та структура JSON-описів 

 

Аналіз Конфігураційний контракт (UI Contract) є ключовим елементом 

архітектури бібліотеки Simple-UI та визначає правила опису UI-компонентів у 

декларативній формі. На відміну від класичного props-підходу, який передбачає 

передачу параметрів безпосередньо у компонент, UI Contract дозволяє описати 

компонент як структурований об’єкт, що задає його зовнішній вигляд, поведінку та 

склад. [9] 

UI Contract є гнучким інструментом для побудови масштабованих дизайн-

систем, оскільки може бути збережений у базі даних, оброблений інструментами 

автогенерації інтерфейсів або використаний у візуальних редакторах. Застосування 

контракту також полегшує тестування і спрощує повторне використання 

компонентів. [10] 

Мета та призначення конфігураційного контракту 

Основними завданнями UI Contract у Simple-UI є: 

 стандартизація опису компонентів; 

 централізація керування UI; 

 забезпечення стабільності API при розширенні бібліотеки; 

 спрощення документування та інтеграції зі Storybook; 

 можливість динамічного рендерингу інтерфейсу з JSON; 

 відокремлення UI-логіки від бізнес-логіки. 

Таким чином, контракт виступає єдиним джерелом істини, яке визначає 

візуальні та структурні властивості компонентів. 

Загальна структура UI Contract 

У Simple-UI UI Contract описується за допомогою JSON-об’єктів, де кожен 

блок визначає конкретний аспект компонента. 

Базова структура 

{ 

  "component": "button", 
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  "variant": "primary", 

  "size": "md" 

} 

Ключові поля зображено в таблиці(див. табл. 3.1) 

 

таблиця 3.1 - Ключові поля 

Поле Опис 

component Назва компонента (button, card, input тощо) 

variant Стилістичний варіант, визначений у бібліотеці 

size Розмір компонента (sm, md, lg) 

radius Ступінь заокруглення (none, sm, md, full) 

state Стан компонента (disabled, loading, success) 

fullWidth Чи розтягується компонент на ширину 

батьківського контейнера 

slots Об’єкт із вкладеними підкомпонентами 

styles Перевизначення стилів (Tailwind або токени) 

 

UI Contract може бути мінімалістичним або розширеним, залежно від 

компоненту. 

Приклад контракту для кнопки (Button) 

{ 

  "component": "button", 

  "variant": "secondary", 

  "size": "lg", 

  "radius": "md", 

  "fullWidth": false, 

  "state": "default" 

} 

У цьому випадку компонент будується на основі специфікацій варіанта 

(variant) і розміру (size), що у Simple-UI реалізовано через CVA (Class Variance 

Authority). 

Приклад контракту для складного компонента (Card) 

{ 

  "component": "card", 

  "variant": "outline", 
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  "slots": { 

    "header": { 

      "title": "Card Title", 

      "subtitle": "Subtitle" 

    }, 

    "content": { 

      "text": "Lorem ipsum dolor sit amet" 

    }, 

    "footer": { 

      "actions": [ 

        { "component": "button", "variant": "primary", "size": "sm" } 

      ] 

    } 

  } 

} 

Цей контракт описує: 

 сам компонент (card), 

 вкладені підкомпоненти (header, content, footer), 

 їх параметри. 

Система типів (TypeScript Types) для UI Contract 

Використання TypeScript дозволяє забезпечити строгий контроль над 

конфігурацією: 

export interface ButtonContract { 

  component: "button"; 

  variant?: "primary" | "secondary" | "ghost"; 

  size?: "sm" | "md" | "lg"; 

  radius?: "none" | "sm" | "md" | "full"; 

  fullWidth?: boolean; 

  state?: "default" | "disabled" | "loading"; 

} 

Це дозволяє: 

 автоматично підказувати значення розробнику; 

 ловити помилки у конфігурації до запуску програми; 

 забезпечувати стабільність контрактів при розширенні. 

Рендеринг компонентів на основі контракту 
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Simple-UI використовує інтерпретатор, який перетворює контракт у React-

компоненти: 

export function renderComponent(contract: UIContract) { 

  switch (contract.component) { 

    case "button": 

      return <Button {...contract} />; 

    case "card": 

      return <Card {...contract} />; 

    default: 

      return null; 

  } 

} 

Це дозволяє: 

 генерувати UI на основі даних; 

 динамічно будувати інтерфейси; 

 легко інтегрувати бібліотеку у CMS або low-code системи. 

Переваги використання UI Contract у Simple-UI 

1. Гнучкість - легко додавати нові поля та компоненти. 

2. Масштабованість - підходить для великих систем і редакторів. 

3. Стабільність API - зміни у компоненті не ламають зовнішній код. 

4. Централізація стилів - стилі керуються токенами Tailwind CSS. 

5. Тестованість - контракти легко перевіряти за допомогою unit-, integration- та 

visual-тестів. 

6. Зручність документування - Storybook автоматично генерує сторінки на 

основі контрактів. 

Модель конфігураційного контракту в Simple-UI забезпечує чітку, 

уніфіковану систему опису UI-компонентів, яка поєднує декларативність JSON, 

гнучкість props-підходу та строгість TypeScript. Це дозволяє створювати 

масштабовану бібліотеку, яка є не лише зручною для розробників, а й готовою до 

автоматизації, редакторів інтерфейсу та побудови дизайн-систем. 
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3.3 Класифікація компонентів (Atoms, Molecules, Organisms) 

 

Архітектура бібліотеки Simple-UI базується на принципах атомарного 

дизайну, що передбачає поділ інтерфейсних елементів на логічні рівні складності: 

атоми, молекули та організми. Така структуризація дозволяє створювати модульну, 

передбачувану та масштабовану дизайн-систему, в якій кожен компонент має чітку 

роль, обмеження та правила взаємодії з іншими елементами. [11] 

Впорядкована класифікація компонентів сприяє підвищенню повторної 

використуваності, полегшує тестування й документування, а також забезпечує 

узгодженість інтерфейсу на всіх рівнях розробки. 

1. Атоми (Atoms) 

Атоми - це найменші, базові та неподільні компоненти інтерфейсу. Вони не 

залежать від контексту використання та не містять складної логіки. Основна мета 

атомів - визначити фундаментальні будівельні блоки UI, з яких надалі створюються 

складніші структури. 

Основні характеристики атомів 

 мінімальна або відсутня внутрішня логіка; 

 повна незалежність від інших компонентів; 

 уніфікований набір параметрів (variant, size, state); 

 відповідність дизайн-токенам Tailwind CSS; 

 легкість тестування (unit tests). 

Приклади атомів у Simple-UI 

 Button 

 Input 

 Label 

 Badge 

 Spinner 

 Checkbox 

 Switch 

 Separator 
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 Kbd 

JSON-контракт для атома (приклад) 

{ 

  "component": "button", 

  "variant": "primary", 

  "size": "md" 

} 

Атоми в Simple-UI забезпечують основу для всіх вищих рівнів і гарантують 

стабільність стилів та поведінки. 

2. Молекули (Molecules) 

Молекули - це компоненти, які складаються з двох або більше атомів та 

утворюють самодостатній функціональний блок. 

Вони можуть містити просту логіку, але залишаються достатньо незалежними. 

Основні характеристики молекул 

 поєднання атомів у цілісні елементи інтерфейсу; 

 часткова залежність від контексту; 

 наявність внутрішньої логіки (наприклад, фокус, помилки, позиціювання); 

 добре підходять для integration tests. 

Приклади молекул у Simple-UI 

 Card (включає Header, Content, Footer) 

 InputField (Input + Label) 

 Tabs.Trigger + Tabs.Content 

 Dialog.Trigger + Dialog.Close 

 Progress + Label 

JSON-контракт для молекули (приклад) 

{ 

  "component": "card", 

  "variant": "outline", 

  "slots": { 

    "header": { "title": "My Title" }, 

    "content": { "text": "Lorem ipsum" } 

  } 

} 
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Молекули виступають проміжною ланкою між простими візуальними 

атомами та складними організмами. 

3. Організми (Organisms) 

Організми - це найбільш складні компоненти, що складаються з атомів і 

молекул та утворюють великі автономні інтерфейсні блоки. 

Вони можуть включати: 

 керування станами; 

 контекст (Context API); 

 логіку взаємодії між підкомпонентами; 

 складні UI-шаблони. 

Основні характеристики організмів 

 складна внутрішня структура; 

 підтримка вкладених компонентів; 

 чітко визначений набір підкомпонентів (slots); 

 використання кастомних React hooks; 

 підходять для візуального тестування (Playwright). 

Приклади організмів у Simple-UI 

 Dialog 

 Accordion 

 Tabs 

 DropdownMenu 

 Modal 

Приклад структури організму 

<Dialog> 

  <Dialog.Trigger /> 

  <Dialog.Content> 

    <Dialog.Header /> 

    <Dialog.Body /> 

    <Dialog.Footer /> 

  </Dialog.Content> 

</Dialog> 

JSON-контракт для організму (приклад) 
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{ 

  "component": "dialog", 

  "slots": { 

    "trigger": { "text": "Open Modal" }, 

    "content": { 

      "header": { "title": "Title" }, 

      "body": { "text": "Some content" }, 

      "footer": { 

        "actions": [ 

          { "component": "button", "variant": "primary", "size": "sm" } 

        ] 

      } 

    } 

  } 

} 

4. Взаємодія між рівнями компонентів 

Архітектура Simple-UI визначає чітку ієрархію: 

Atoms → Molecules → Organisms 

Переваги такого підходу: 

 простота підтримки; 

 легке розширення бібліотеки; 

 мінімізація дублювання коду; 

 передбачуване масштабування; 

 можливість побудови складних UI з мінімальними зусиллями. 

5. Роль класифікації компонентів у тестуванні та документації зображено в 

таблиці(див. табл. 3.2) 

 

таблиця 3.2 - класифікації компонентів у тестуванні та документації 

Рівень Тип тестів Інструменти 

Atoms Unit tests Vitest + Testing Library 

Molecules Integration tests Storybook Interaction Tests 

Organisms Visual regression Playwright 
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Та ж класифікація використовується в: 

 структурі директорій src/components 

 Storybook (Atoms/, Molecules/, Organisms/) 

 конфігураційних контрактах 

 документації 

Класифікація компонентів за моделлю Atomic Design забезпечує чітку 

структуризацію бібліотеки Simple-UI, полегшує її масштабування та підтримку, а 

також підвищує якість тестування й документації. Поділ на атоми, молекули та 

організми створює логічний каркас бібліотеки та формує основу для побудови 

складних інтерфейсів із високою повторною використуваністю. 

 

3.4 Дизайн-токени та адаптивність в контексті Simple-UI 

 

Дизайн-токени (Design Tokens) є фундаментальним елементом сучасних 

дизайн-систем, оскільки забезпечують централізоване керування візуальними 

параметрами інтерфейсу. У бібліотеці Simple-UI токени використовуються для 

визначення кольорів, відступів, радіусів, тіней, шрифтів, розмірів компонентів та 

медіа-запитів. Tailwind CSS, будучи utility-first фреймворком, дозволяє реалізувати 

цю систему без використання складних пре- або постпроцесорів. [12] 

Адаптивність (responsive design) є невід’ємною частиною UI-бібліотек. В 

Simple-UI вона реалізується за допомогою Tailwind breakpoints, які дозволяють 

компонуванню та стилям автоматично змінюватися залежно від ширини екрана. 

1. Роль дизайн-токенів у UI-бібліотеці 

Дизайн-токени - це стандартизований набір значень, що описують візуальні 

атрибути інтерфейсу. Їх мета: 

 забезпечити уніфікованість стилів на всіх рівнях UI; 

 спростити масштабування дизайн-системи; 

 полегшити внесення глобальних правок; 

 зменшити кількість дубльованих стилів; 

 створити основу для темізації (dark/light themes). 
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У Simple-UI токени використовуються у вигляді Tailwind-токенів - значень, 

визначених через tailwind.config.js. 

2. Категорії дизайн-токенів у Simple-UI 

2.1. Кольорові токени (Color Tokens) 

У системі Simple-UI кольори представлені у вигляді палітри Tailwind: 

colors: { 

  primary: { 

    DEFAULT: "#3b82f6", 

    foreground: "#ffffff" 

  }, 

  secondary: { 

    DEFAULT: "#64748b", 

    foreground: "#ffffff" 

  } 

} 

Колірні токени використовуються у компонентах через CVA (Class Variance 

Authority). 

2.2. Токени відступів (Spacing Tokens) 

Spacing-токени визначають відступи, ширини, висоти компонентів: 

p-2 → 8px   

p-4 → 16px   

p-6 → 24px   

Вони забезпечують консистентність елементів незалежно від контексту. 

2.3. Токени радіусів (Border Radius Tokens) 

В Simple-UI tailwind-токени radius використовуються як основа для 

зовнішнього вигляду: 

rounded-sm   

rounded-md   

rounded-lg   

rounded-full 

Це дає єдиний стиль елементів на рівні всієї бібліотеки. 

2.4. Токени тіней (Shadow Tokens) 

Тіні (shadow-sm, shadow-md, shadow-lg) застосовуються для: 
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 Card 

 Dialog 

 Dropdown 

 Popover 

Вони створюють візуальну ієрархію та глибину. 

2.5. Типографічні токени 

Tailwind типографіка дозволяє визначати: 

 шрифтові розміри (text-sm, text-lg); 

 товщини (font-medium, font-bold); 

 інтерліньяж (leading-tight, leading-relaxed). 

Ці токени використовуються у компонентах Label, Heading, Card.Header тощо. 

3. Реалізація дизайн-токенів через Tailwind CSS 

Tailwind CSS інтегрує токени на найнижчому рівні: 

tailwind.config.js 

module.exports = { 

  theme: { 

    extend: { 

      colors: { ... }, 

      spacing: { ... }, 

      borderRadius: { ... }, 

      boxShadow: { ... } 

    } 

  } 

} 

Будь-які зміни у токенах моментально впливають на всі компоненти. 

4. Адаптивність у Simple-UI 

Адаптивність реалізовано через Tailwind breakpoints: 

 sm - 640px 

 md - 768px 

 lg - 1024px 

 xl - 1280px 

Приклад адаптивного компонента 

<div className="p-4 md:p-6 lg:p-8"> 



 

41 

  <Button size="sm" className="md:size-md lg:size-lg" /> 

</div> 

Система дозволяє: 

 змінювати розміри компонентів залежно від breakpoints; 

 адаптувати layout; 

 оптимізувати доступність та читабельність. 

5. Використання токенів у UI Contract 

UI Contract повністю залежить від токенів Tailwind: 

{ 

  "component": "button", 

  "variant": "primary", 

  "size": "lg", 

  "radius": "md" 

} 

Тут: 

 "radius": "md" → rounded-md 

 "size": "lg" → h-12 px-6 text-lg 

 variant визначає кольори з токенів Tailwind. 

Так реалізується повна відповідність між контрактом та дизайн-системою. 

6. Вплив токенів та адаптивності на масштабованість Simple-UI 

Система токенів дозволила: 

 уніфікувати стилі для >20 компонентів; 

 зменшити обсяг CSS майже до нуля; 

 полегшити темізацію (додавання dark mode); 

 підвищити передбачуваність UI для тестів; 

 адаптувати компоненти для різних платформ. 

Tailwind CSS виконує роль "CSS-машини", а токени - його "мови". 

Використання дизайн-токенів і адаптивної системи Tailwind CSS забезпечує 

бібліотеці Simple-UI: 

 гнучкість стилів; 

 консистентність зовнішнього вигляду; 

 швидке масштабування; 
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 простоту підтримки та редизайну; 

 централізоване керування UI; 

 повну відповідність принципам сучасних дизайн-систем. 

Tailwind CSS і система токенів стали фундаментом візуального шару Simple-

UI, інтегрувавшись у конфігураційний контракт і логіку побудови компонентів. 

 

3.5. Документування компонентів засобами Storybook 

 

Документування є критичним елементом будь-якої UI-бібліотеки, оскільки 

забезпечує зрозумілість використання компонентів, визначає правила побудови 

інтерфейсу та служить єдиним джерелом істини для всієї команди розробників. У 

бібліотеці Simple-UI ключовим інструментом документування виступає Storybook - 

спеціалізоване середовище для ізольованої розробки, демонстрації та тестування 

користувацьких інтерфейсів. [13] 

Storybook дозволяє переглядати компоненти окремо від бізнес-логіки і 

середовища всього застосунку, що суттєво спрощує процес створення, підтримки, 

тестування та перевірки UI. Він також підтримує інтерактивні сторінки 

документації, сценарії взаємодії (interaction tests), візуальні тести, доступність 

(a11y), а також інструменти для автоматичного генерування таблиць пропсів та 

кодових прикладів. 

1. Роль Storybook у Simple-UI 

У рамках бібліотеки Simple-UI Storybook виконує одразу декілька важливих 

функцій: 

● 1. Ізольований перегляд компонентів 

Компонент можна відобразити окремо від застосунку, що дозволяє: 

 перевіряти різні стани та варіанти; 

 тестувати візуальні елементи без впливу стороннього коду; 

 переглядати компоненти без необхідності запускати весь проєкт. 

● 2. Жива документація 

Storybook автоматично створює сторінки документації, що містять: 
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 опис компонентів; 

 таблицю пропсів, автоматично згенеровану з TypeScript; 

 демонстрацію варіантів (stories); 

 код прикладів (React/TSX); 

 інтерактивні playground-и. 

Документація доступна як внутрішній портал для команди. 

● 3. Структура за Atomic Design 

Компоненти Simple-UI у Storybook організовані відповідно до класифікації: 

Atoms/ 

Molecules/ 

Organisms/ 

Це дозволяє: 

 спростити навігацію в бібліотеці; 

 підвищити системність; 

 демонструвати логічні зв’язки між компонентами. 

2. Структура stories-файлів у Simple-UI 

Кожен компонент бібліотеки містить окремий файл із прикладами 

використання (stories): 

Приклад: button.stories.tsx 

import { Button } from "@/components/ui/button"; 

 

export default { 

  title: "Atoms/Button", 

  component: Button 

}; 

 

export const Default = { 

  args: { 

    variant: "primary", 

    size: "md", 

    children: "Click me" 

  } 

}; 

Основні принципи оформлення stories: 
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 кожен компонент має мінімум один базовий приклад (Default); 

 для складних компонентів створюються деталізовані сценарії (WithIcon, 

DisabledState, LoadingState); 

 аргументи компонентів (args) відповідають конфігураційному контракту. 

3. Документування через MDX 

Storybook підтримує документування у форматі MDX, що поєднує Markdown і 

JSX. Це дозволяє створювати повноцінні статті документації. 

Приклад сторінки документації: 

import { Button } from "@/components/ui/button"; 

 

# Button Component 

 

The Button component is used to trigger actions. 

 

<Button variant="primary">Primary Button</Button> 

Цей підхід дає можливість: 

 створювати кастомні розділи документації; 

 описувати правила дизайну; 

 включати приклади коду та UI-компоненти одночасно. 

4. Інструменти Storybook для підвищення якості Simple-UI 

4.1. Storybook Controls 

Дозволяють змінювати значення пропсів у реальному часі без редагування 

коду. 

Це корисно для тестування edge-cases та UI-кордонів. 

4.2. Storybook Docs 

Автоматично створює структуровану документацію на основі: 

 TypeScript-типів; 

 JSDoc-коментарів; 

 аргументів компонентів. 

4.3. Storybook Addons 

В Simple-UI використовуються такі аддони: 

 @storybook/addon-essentials - базовий набір для документації; 
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 storybook-addon-vitest - інтеграція юніт-тестів у Storybook; 

 @storybook/addon-a11y - тестування доступності; 

 @storybook/addon-interactions - interaction tests; 

 @storybook/testing-library - інтеграційне тестування. 

4.4. Storybook як інструмент тестування 

Storybook відіграє ключову роль у тестуванні Simple-UI: 

 забезпечує середовище для interaction-тестів; 

 дозволяє виконувати snapshot-тестування; 

 служить джерелом для Playwright visual tests. 

5. Документація та версіонування 

Кожна зміна компонентів супроводжується оновленням сторінок Storybook. 

Вони служать: 

 офіційною документацією бібліотеки; 

 засобом комунікації між розробниками; 

 “візуальним контрактом” - те, як мають виглядати компоненти у продакшені. 

Storybook виступає єдиною точкою доступу до інформації про компоненти 

Simple-UI. 

Storybook забезпечує комплексне середовище для документування, 

демонстрації та тестування компонентів Simple-UI. Він дозволяє: 

 організувати компоненти за моделью Atomic Design; 

 демонструвати UI у ізоляції; 

 забезпечувати інтерактивні сценарії взаємодії; 

 автоматизувати тестування та перевірку доступності; 

 зберігати “живу” документацію, синхронізовану зі станом бібліотеки. 

У поєднанні з UI Contract та Tailwind CSS Storybook формує повноцінну 

інфраструктуру для побудови сучасної, масштабованої та надійної UI-бібліотеки. 
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4. ПРАКТИЧНА ЧАСТИНА 

 

4.1. Реалізація атомарних компонентів (Button, Input, Label, Spinner, Badge 

тощо) 

 

Розробка Атомарні компоненти є фундаментом бібліотеки Simple-UI. Вони 

формують найнижчий рівень дизайн-системи, забезпечують стабільність API, 

повторну використуваність та прогнозованість стилів. Реалізація атомів у Simple-UI 

базується на трьох ключових принципах: 

1. чиста компонентна модель без складної логіки, 

2. інкапсуляція стилів через Tailwind CSS і CVA, 

3. повна відповідність конфігураційному контракту (UI Contract). 

У цьому підрозділі наведено архітектурні підходи, структурні рішення та 

приклади реалізації основних атомарних компонентів бібліотеки. 

1. Загальні принципи побудови атомів у Simple-UI 

Розробка атомарних компонентів базується на кількох ключових засадах: 

● Незалежність та чистота 

Компоненти не містять глобального стану, побічних ефектів та бізнес-логіки. 

● Уніфікація стилів через CVA 

Class Variance Authority дозволяє: 

 створити набір варіантів (variants), 

 типізувати їх, 

 гарантувати консистентність стилів. 

● Типізація через TypeScript 

Всі компоненти містять чітко визначений API: 

interface ButtonProps extends React.ButtonHTMLAttributes<HTMLButtonElement> { 

  variant?: "primary" | "secondary" | "outline"; 

  size?: "sm" | "md" | "lg"; 

} 

● Підтримка UI Contract 

Компонент може приймати конфігураційний контракт і трансформувати його 
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у props. 

2. Реалізація компонента Button 

Button є одним із ключових атомів бібліотеки. Його логіка зводиться до 

генерації стилів на основі варіантів. [14] 

2.1. Варіанти стилів через CVA 

const buttonVariants = cva( 

  "inline-flex items-center justify-center rounded-md font-medium transition", 

  { 

    variants: { 

      variant: { 

        primary: "bg-primary text-white hover:bg-primary/90", 

        secondary: "bg-secondary text-white hover:bg-secondary/90", 

        outline: "border border-gray-300 text-gray-700" 

      }, 

      size: { 

        sm: "h-8 px-2 text-sm", 

        md: "h-10 px-4 text-base", 

        lg: "h-12 px-6 text-lg" 

      } 

    }, 

    defaultVariants: { 

      variant: "primary", 

      size: "md" 

    } 

  } 

); 

2.2. Реалізація кнопки 

export const Button = React.forwardRef<HTMLButtonElement, ButtonProps>( 

  ({ variant, size, className, ...props }, ref) => { 

    return ( 

      <button 

        ref={ref} 

        className={cn(buttonVariants({ variant, size }), className)} 

        {...props} 

      /> 

    ); 

  } 
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); 

2.3. Переваги реалізації 

 100% контроль над стилями; 

 легкість тестування (unit + visual); 

 стабільне API; 

 інтеграція зі Storybook та UI Contract. 

3. Реалізація компонента Input 

Input - базовий атом, який використовується у молекулах (InputField) та 

організмах (Forms). 

3.1. Tailwind-стилі Input 

export const Input = React.forwardRef< 

  HTMLInputElement, 

  React.InputHTMLAttributes<HTMLInputElement> 

>(({ className, ...props }, ref) => { 

  return ( 

    <input 

      ref={ref} 

      className={cn( 

        "h-10 px-3 rounded-md border border-gray-300 focus:outline-none focus:ring-2 focus:ring-primary", 

        className 

      )} 

      {...props} 

    /> 

  ); 

}); 

3.2. Особливості Input 

 підтримує всі стандартні HTML-атрибути; [15] 

 не містить внутрішнього стану; 

 легко поєднується з Label, ErrorMessage та FormGroup. 

4. Реалізація компонента Label 

Label - простий атомарний компонент, який визначає текстову частину 

форми. 

export const Label = ({ className, ...props }: LabelProps) => ( 

  <label 



 

49 

    className={cn("text-sm font-medium text-gray-700", className)} 

    {...props} 

  /> 

); 

Особливості: 

 мінімальна логіка; 

 чітка типографіка; 

 інтеграція у InputField. 

5. Реалізація Spinner 

Spinner - універсальний індикатор завантаження. 

export const Spinner = ({ size = "md" }) => { 

  const sizes = { 

    sm: "h-4 w-4", 

    md: "h-6 w-6", 

    lg: "h-8 w-8" 

  }; 

 

  return ( 

    <div 

      className={cn("animate-spin rounded-full border-2 border-t-transparent border-gray-700", 

sizes[size])} 

    /> 

  ); 

}; 

Spinner використовується у: 

 кнопках (Button state="loading"), 

 modal overlay, 

 async-функціоналі компонентів. 

6. Реалізація Badge 

Badge - це невеликий візуальний маркер стану чи категорії. 

export const Badge = ({ variant = "default", children }: BadgeProps) => { 

  const styles = { 

    default: "bg-gray-200 text-gray-900", 

    success: "bg-green-500 text-white", 

    warning: "bg-yellow-500 text-white", 
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    danger: "bg-red-500 text-white" 

  }; 

 

  return ( 

    <span className={cn("px-2 py-0.5 rounded-md text-sm font-medium", styles[variant])}> 

      {children} 

    </span> 

  ); 

}; 

7. Тестування атомарних компонентів 

Атоми є ідеальними для unit-тестів: 

Приклад тесту для Button 

it("renders with primary variant", () => { 

  render(<Button variant="primary">Test</Button>); 

  expect(screen.getByText("Test")).toHaveClass("bg-primary"); 

}); 

Рівні тестування зображено в таблиці(див. табл. 4.1) 

 

таблиця 4.1 - Рівні тестування 

Компонент Тип тесту 

Button unit + storybook interaction 

Input unit 

Spinner visual (Playwright) 

Badge unit 

Компонент Тип тесту 

 

Атомарні компоненти у Simple-UI служать стабільним і надійним 

фундаментом для всієї бібліотеки. Tailwind-токени забезпечують консистентність 

стилів, а CVA - гнучкість та передбачуваність. Типізація та тестування гарантують 

якість, а ізольована структура дозволяє без ризиків розширювати систему. [16] 
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4.2 Побудова молекулярних та організмів (Card, Dialog, Tabs) 

 

Молекулярні та організмові компоненти у бібліотеці Simple-UI формують 

середній та високий рівні абстракції інтерфейсу. Вони поєднують атомарні 

елементи в цілісні структурні блоки, які мають власну логіку, взаємодію між 

підкомпонентами та більш складну поведінку. Реалізація цих компонентів базується 

на принципах композиційного API, контрактності та модульності. [17] 

У цьому підрозділі розглянуто реалізацію трьох ключових складних 

компонентів: Card, Dialog і Tabs, які демонструють підхід Simple-UI до побудови 

багаторівневих UI-елементів. [18] 

1. Реалізація молекулярного компонента Card 

Card є типовим прикладом молекулярного компонента, що комбінує кілька 

атомів у структурований інтерфейсний блок. 

1.1. Архітектура Card-компонента 

Card складається з кількох підкомпонентів: 

 Card.Header 

 Card.Title 

 Card.Description 

 Card.Content 

 Card.Footer 

1.2. Структура компонентів 

export const Card = ({ className, ...props }: CardProps) => ( 

  <div className={cn("rounded-lg border bg-white shadow-sm", className)} {...props} /> 

); 

 

export const CardHeader = ({ className, ...props }: CardSectionProps) => ( 

  <div className={cn("p-4 border-b", className)} {...props} /> 

); 

 

export const CardContent = ({ className, ...props }: CardSectionProps) => ( 

  <div className={cn("p-4", className)} {...props} /> 
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); 

 

export const CardFooter = ({ className, ...props }: CardSectionProps) => ( 

  <div className={cn("p-4 border-t", className)} {...props} /> 

); 

1.3. Переваги реалізації Card 

 уніфікована структура для різних сценаріїв; 

 стандартизована типографіка та spacing; 

 повторне використання атомарних компонентів; 

 підтримка UI Contract через систему slots. 

2. Реалізація організму Dialog 

Dialog - складний компонент, що включає кілька рівнів взаємодії, 

використання контексту та керування станом відкриття/закриття. 

2.1. Структура Dialog-компонента 

Компонент організмного рівня має підкомпоненти: 

 Dialog.Trigger 

 Dialog.Content 

 Dialog.Header 

 Dialog.Body 

 Dialog.Footer 

 Dialog.Close 

2.2. Архітектурні принципи 

 використання контексту для синхронізації станів; 

 інкапсуляція анімацій відкриття; 

 підтримка keyboard-accessibility (Esc, focus trap); 

 структурний розподіл компонентів. 

2.3. Приклад реалізації 

const DialogContext = createContext(null); 

 

export function Dialog({ children }: DialogProps) { 

  const [open, setOpen] = useState(false); 
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  return ( 

    <DialogContext.Provider value={{ open, setOpen }}> 

      {children} 

    </DialogContext.Provider> 

  ); 

} 

 

Dialog.Trigger = ({ children }) => { 

  const { setOpen } = useContext(DialogContext); 

  return <button onClick={() => setOpen(true)}>{children}</button>; 

}; 

 

Dialog.Content = ({ children }) => { 

  const { open, setOpen } = useContext(DialogContext); 

  if (!open) return null; 

 

  return ( 

    <div className="fixed inset-0 flex items-center justify-center bg-black/40"> 

      <div className="bg-white rounded-lg shadow-lg p-6">{children}</div> 

    </div> 

  ); 

}; 

2.4. Переваги реалізації Dialog 

 гнучкість у створенні довільних layout; 

 контрольованість поведінки через контекст; 

 інтеграція зі Storybook через interaction tests; 

 можливість повністю керувати виглядом через UI Contract. 

3. Реалізація організму Tabs 

Tabs - це складний компонент, який поєднує логіку управління станом, 

обробку подій та рендеринг залежного контенту. 

3.1. Архітектурна модель 

Tabs складається з: 

 Tabs.List 

 Tabs.Trigger 

 Tabs.Content 
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3.2. Приклад реалізації логіки Tabs 

const TabsContext = createContext({}); 

 

export function Tabs({ defaultValue, children }: TabsProps) { 

  const [value, setValue] = useState(defaultValue); 

 

  return ( 

    <TabsContext.Provider value={{ value, setValue }}> 

      {children} 

    </TabsContext.Provider> 

  ); 

} 

 

Tabs.Trigger = ({ tabValue, children }) => { 

  const { value, setValue } = useContext(TabsContext); 

  return ( 

    <button 

      className={cn( 

        "px-4 py-2", 

        value === tabValue ? "border-b-2 border-primary" : "text-gray-500" 

      )} 

      onClick={() => setValue(tabValue)} 

    > 

      {children} 

    </button> 

  ); 

}; 

 

Tabs.Content = ({ tabValue, children }) => { 

  const { value } = useContext(TabsContext); 

  if (value !== tabValue) return null; 

  return <div>{children}</div>; 

}; 

3.3. Особливості реалізації Tabs 

 централізований стан; 

 можливість вкладеного контенту; 

 підтримка інтерактивного тестування; 
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 чиста архітектура, що відповідає Atomic Design. 

4. Роль UI Contract у складних компонентах 

UI Contract значно спрощує роботу з організмами: 

Приклад контракту для Dialog 

{ 

  "component": "dialog", 

  "slots": { 

    "trigger": { "text": "Open" }, 

    "content": { 

      "header": { "title": "Information" }, 

      "body": { "text": "This is an example dialog." }, 

      "footer": { 

        "actions": [ 

          { "component": "button", "variant": "primary", "text": "OK" } 

        ] 

      } 

    } 

  } 

} 

Переваги контрактного підходу: 

 гнучка конфігурація; 

 можливість автоматизації; 

 полегшення тестування; 

 простота розширення. 

Побудова молекулярних та організмових компонентів у Simple-UI демонструє 

ключові переваги архітектури бібліотеки: 

 логічну ієрархію компонентів; 

 передбачувану структуру API; 

 модульність; 

 гнучкість у побудові складних інтерфейсних конструкцій; 

 інтеграцію з UI Contract та Tailwind CSS. 

Card, Dialog і Tabs є прикладами того, як базові атоми можуть поєднуватися в 

масштабовані та гнучкі UI-модулі. [19] 
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4.3 Реалізація конфігураційного контракту Simple-UI 

 

При виконанні Конфігураційний контракт (UI Contract) є базовим механізмом, 

який визначає логіку побудови компонентів у Simple-UI. На відміну від 

традиційного підходу, де інтерфейс описується через props безпосередньо у JSX, 

Simple-UI дозволяє описувати компоненти у формі декларативного JSON-конфігу. 

Потім цей конфігураційний об’єкт перетворюється у React-компонент за допомогою 

інтерпретатора контрактів. [20] 

У цьому підрозділі деталізовано засоби реалізації UI Contract, структуру його 

типів, правила розширення та механізми рендерингу. 

1. Загальна концепція контракту 

UI Contract описує компонент у формі JSON: 

{ 

  "component": "button", 

  "variant": "primary", 

  "size": "lg" 

} 

Такий контракт: 

 уніфікує API; 

 дозволяє динамічно збирати UI із даних; 

 забезпечує масштабованість при додаванні нових компонентів; 

 є основою для low-code / CMS інтеграцій; 

 слугує єдиним джерелом істини щодо виду та структури компонентів. 

2. Типізація UI Contract (TypeScript) 

Щоб забезпечити строгий контроль конфігурацій, контракт типізовано. 

2.1. Базовий інтерфейс контракту 

export interface UIContractBase { 

  component: string; 

  className?: string; 

  styles?: Record<string, any>; 

  slots?: Record<string, UIContract>; 

} 
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2.2. Контракт кнопки (ButtonContract) 

export interface ButtonContract extends UIContractBase { 

  component: "button"; 

  variant?: "primary" | "secondary" | "outline"; 

  size?: "sm" | "md" | "lg"; 

  radius?: "sm" | "md" | "lg" | "full"; 

  fullWidth?: boolean; 

  text?: string; 

} 

2.3. Контракт складного компонента (CardContract) 

export interface CardContract extends UIContractBase { 

  component: "card"; 

  variant?: "default" | "outline"; 

  slots?: { 

    header?: UIContract; 

    content?: UIContract; 

    footer?: UIContract; 

  }; 

} 

Переваги типізації 

 автоматичні підказки IDE; 

 гарантія коректності конфігурацій; 

 можливість статичної перевірки; 

 полегшення автогенерації документації. 

3. Інтерпретація та рендеринг контракту 

UI Contract рендериться за допомогою центрального інтерпретатора - функції, 

яка перетворює контракт у React-дерево. 

3.1. Базовий інтерпретатор контракту 

export function renderComponent(contract: UIContract) { 

  switch (contract.component) { 

    case "button": 

      return renderButton(contract as ButtonContract); 

 

    case "card": 

      return renderCard(contract as CardContract); 
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    case "dialog": 

      return renderDialog(contract); 

 

    default: 

      return null; 

  } 

} 

4. Інтерпретатор кнопки 

function renderButton(contract: ButtonContract) { 

  return ( 

    <Button 

      variant={contract.variant} 

      size={contract.size} 

      className={contract.className} 

      fullWidth={contract.fullWidth} 

    > 

      {contract.text} 

    </Button> 

  ); 

} 

Особливість: 

UI Contract транслюється в props компонента → компонент стає керованим 

виключно даними. 

5. Інтерпретатор Card з підтримкою slots 

function renderCard(contract: CardContract) { 

  return ( 

    <Card variant={contract.variant}> 

      {contract.slots?.header && ( 

        <CardHeader> 

          {renderComponent(contract.slots.header)} 

        </CardHeader> 

      )} 

 

      {contract.slots?.content && ( 

        <CardContent> 

          {renderComponent(contract.slots.content)} 
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        </CardContent> 

      )} 

 

      {contract.slots?.footer && ( 

        <CardFooter> 

          {renderComponent(contract.slots.footer)} 

        </CardFooter> 

      )} 

    </Card> 

  ); 

} 

Переваги slots-системи 

 сумісність із будь-яким Layout; 

 можливість глибокої композиції UI; 

 високий рівень універсальності компонентів. 

6. Обробка стилів та Tailwind-токенів 

UI Contract може містити поле styles, що дозволяє перевизначати Tailwind-

класи: 

{ 

  "component": "button", 

  "variant": "primary", 

  "styles": { 

    "root": "rounded-full shadow-lg" 

  } 

} 

В інтерпретаторі: 

className={cn(buttonVariants(...), contract.styles?.root)} 

7. Зберігання контрактів у JSON / базі даних 

UI Contract повністю сумісний із: 

 JSON API; 

 CMS; 

 базами даних (PostgreSQL, MongoDB); 

 low-code конструкторами. 

Це дає можливість створювати: 
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 динамічні UI; 

 конструктори інтерфейсів; 

 панелі персоналізації UI; 

 тематичні конфігурації. 

8. Перевірка контрактів (Validation) 

Simple-UI може використовувати Zod для валідації: 

const ButtonContractSchema = z.object({ 

  component: z.literal("button"), 

  variant: z.enum(["primary", "secondary", "outline"]), 

  size: z.enum(["sm", "md", "lg"]) 

}); 

Переваги: 

 запобігання помилок на ранніх етапах; 

 чіткі повідомлення про помилки; 

 можливість інтеграції у CMS. 

9. Тестування UI Contract 

Конфігураційний контракт тестується за допомогою: 

● Unit-тестів 

перевірка коректності рендерингу: 

it("renders button from contract", () => { 

  const contract = { component: "button", text: "Click" }; 

  render(renderComponent(contract)); 

  expect(screen.getByText("Click")).toBeInTheDocument(); 

}); 

● Integration tests 

перевірка компонентів зі slots (Card, Dialog). 

● Visual tests 

перевірка однаковості інтерфейсу при різних конфігураціях. 

Реалізація конфігураційного контракту Simple-UI забезпечує: 

 уніфікацію опису компонентів, 

 масштабованість та зручність підтримки, 

 інтеграцію з будь-якими даними, 



 

61 

 розмежування відповідальностей між логікою і презентацією, 

 потужну основу для low-code інструментів, 

 стабільний API, який не залежить від структури React-компонентів. 

UI Contract став ключовою особливістю Simple-UI та визначальною 

складовою його архітектури. 

 

4.4 Інтеграція Storybook з компонентами Simple-UI 

 

Storybook є ключовим інструментом у розробці Simple-UI, оскільки 

забезпечує ізольоване середовище для тестування, документування та демонстрації 

UI-компонентів. Він дозволяє розробникам переглядати кожен компонент окремо 

від застосунку, створювати приклади його використання (stories), проводити 

інтерактивне та автоматизоване тестування, а також формувати “живу 

документацію”. [21] 

У цьому підрозділі детально розглянуто механізми інтеграції Storybook із 

Simple-UI, структуру історій, підхід до документування та особливості роботи з 

interaction tests, a11y та візуальними тестами. 

1. Налаштування середовища Storybook 

Інтеграція Storybook починається з ініціалізації конфігурації у проекті Simple-

UI: 

npx storybook init 

1.1. Основні файли конфігурації: 

 .storybook/main.ts - конфігурація обробки файлів; 

 .storybook/preview.ts - глобальні стилі, декоратори та параметри; 

 .storybook/manager.ts - кастомізація інтерфейсу Storybook. 

Основний конфігураційний файл у Simple-UI: 

export default { 

  stories: ["../src/components/**/*.stories.@(js|jsx|ts|tsx|mdx)"], 

  addons: [ 

    "@storybook/addon-essentials", 

    "@storybook/addon-interactions", 

    "@storybook/addon-a11y", 
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    "storybook-addon-vitest" 

  ], 

  framework: "@storybook/react-vite" 

}; 

1.2. Підключення Tailwind CSS 

У файлі preview.ts: 

import "../src/styles/tailwind.css"; 

 

export const parameters = { 

  layout: "centered" 

}; 

Це дозволяє показувати компоненти з реальним стилем із бібліотеки. 

2. Організація структури Storybook 

Компоненти Simple-UI у Storybook згруповані за Atomic Design: 

Atoms/ 

Molecules/ 

Organisms/ 

Це забезпечує: 

 логічну структуру документації; 

 швидку навігацію; 

 відповідність архітектурним принципам бібліотеки. 

Приклад: 

Atoms/ 

  Button 

  Input 

  Badge 

Molecules/ 

  Card 

Organisms/ 

  Dialog 

  Tabs 

3. Створення stories-файлів 

Кожен компонент містить власний stories-файл: 

Приклад: button.stories.tsx 

import { Button } from "@/components/ui/button"; 
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export default { 

  title: "Atoms/Button", 

  component: Button, 

  tags: ["autodocs"] 

}; 

 

export const Default = { 

  args: { 

    variant: "primary", 

    size: "md", 

    children: "Click me" 

  } 

}; 

Основні принципи оформлення stories: 

 кожен компонент має базовий приклад (Default); 

 усі приклади відповідають UI Contract; 

 складні компоненти демонструють усі стани (Loading, Disabled, Outlined). 

4. Створення документації через MDX 

Для компонентів, які потребують розширеного опису, використовуються 

MDX-файли: 

Приклад документації у format MDX: 

import { Button } from "@/components/ui/button"; 

 

# Button 

 

Базовий компонент для виконання дії. 

 

<Button variant="primary">Primary Button</Button> 

MDX дозволяє: 

 поєднувати текстову документацію; 

 вставляти приклади JSX прямо у документ; 

 організовувати повноцінні сторінки документування. 

5. Використання Storybook Controls 

Controls дозволяють змінювати props у реальному часі: 
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Наприклад, для Button: 

 variant: "primary" | "secondary" | "outline" 

 size: "sm" | "md" | "lg" 

 disabled: boolean 

 loading: boolean 

Це дає можливість перевіряти edge cases без написання коду. 

6. Тестування через Storybook 

Storybook інтегровано з системою тестування через: 

 storybook-addon-vitest 

 @storybook/testing-library 

 @storybook/addon-interactions 

 visual-regression тестування Playwright 

6.1. Interaction tests 

Приклад interaction-тесту: 

import { userEvent, within } from "@storybook/testing-library"; 

 

export const Interaction = { 

  play: async ({ canvasElement }) => { 

    const canvas = within(canvasElement); 

    await userEvent.click(canvas.getByRole("button")); 

  } 

}; 

Ці тести перевіряють: 

 взаємодію з кнопками; 

 поведінку Dialog, Tabs, Accordion; 

 доступність фокусів. 

6.2. Юніт-тести у Storybook (storybook-addon-vitest) 

За допомогою аддону Vitest інтегрується з Storybook - кожна сторі може 

містити юніт-тест. [22] 

Приклад тесту: 

✓ storybook (chromium) src/components/ui/__stories__/button.stories.tsx (1 test) 65ms 

6.3. A11y-тести 
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Додаток @storybook/addon-a11y проводить автоматичну перевірку 

доступності: 

 контрастність; 

 ARIA-атрибути; 

 навігація клавіатурою. 

7. Використання Storybook як “живої документації” 

Storybook створює: 

 централізовану документацію Simple-UI; 

 автоматичні таблиці пропсів; 

 приклади конфігураційного контракту; 

 готову візуалізацію для дизайнерів та розробників. 

Це дозволяє: 

 прискорити onboarding нових розробників; 

 уникнути розбіжностей у стилях; 

 забезпечити стабільність між версіями бібліотеки. 

8. Інтеграція зі CI/CD 

Storybook використовується у GitHub Actions для: 

 автоматичного рендерингу документації; 

 запуску interaction tests; 

 перевірки візуальних відмінностей; 

 формування build артефактів для попереднього перегляду. 

Приклад команди: 

- name: Build Storybook 

  run: npm run build-storybook 

Інтеграція Storybook є ключовою частиною архітектури Simple-UI, оскільки 

вона забезпечує: 

 ізольоване середовище для розробки; 

 автоматизовану документацію; 

 інтерактивні та UI-тести; 

 підтримку стандартів доступності; 
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 можливість попереднього перегляду усіх компонентів; 

 основу для візуального тестування. 

Storybook у Simple-UI не просто інструмент, а інформаційна, тестова і 

демонстраційна платформа бібліотеки, що забезпечує прозорість і передбачуваність 

інтерфейсів. [23] 

 

4.5 Побудова інфраструктури тестування (Vitest, Storybook Interaction, 

Playwright Visual Tests) 

 

Тестування є одним із ключових етапів побудови UI-бібліотеки, що 

забезпечує її стабільність, передбачуваність поведінки та захист від регресій. 

Simple-UI реалізує комплексну систему тестування, яка охоплює юніт-, 

інтеграційні, візуальні та accessibility-тести, побудовані на таких інструментах: 

 Vitest - юніт- та ізольовані інтеграційні тести; 

 Storybook Interaction Testing - інтерактивні, поведінкові тести компонентів; 

 Playwright Visual Testing - візуальні регресійні тести; 

 A11y-тести через @storybook/addon-a11y. 

Цей тестовий стек забезпечує високий рівень якості компонентів Simple-UI та 

гарантує стабільність UI під час рефакторингу й додавання нових функцій. 

1. Юніт-тестування з Vitest 

Vitest - сучасний тест-раннер із підтримкою TypeScript і інтеграцією з Vite. 

У Simple-UI Vitest використовується для: 

 тестування атомарних компонентів; 

 перевірки маленької логіки (utility-функції, класи варіантів); 

 рендерингу компонентів через Testing Library. 

1.1. Приклад юніт-тесту Button 

import { render, screen } from "@testing-library/react"; 

import { Button } from "@/components/ui/button"; 

 

it("renders with primary variant", () => { 

  render(<Button variant="primary">Click</Button>); 

  expect(screen.getByText("Click")).toHaveClass("bg-primary"); 
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}); 

1.2. Приклад тесту стану 

it("displays loading spinner when loading=true", () => { 

  render(<Button loading>Submit</Button>); 

  expect(screen.getByRole("progressbar")).toBeInTheDocument(); 

}); 

2. Інтеграційні тести Storybook Interaction 

Storybook Interaction Testing дозволяє тестувати поведінку компонентів у 

середовищі, яке максимально наближене до реального використання. 

Переваги: 

 тести виконуються у браузері; 

 перевіряють логіку і UI одночасно; 

 працюють без запуску повного застосунку; 

 інтегруються з Testing Library (userEvent, within). 

2.1. Приклад interaction-тесту для Dialog 

import { userEvent, within } from "@storybook/testing-library"; 

 

export const OpensAndCloses = { 

  play: async ({ canvasElement }) => { 

    const canvas = within(canvasElement); 

 

    await userEvent.click(canvas.getByText("Open dialog")); 

    expect(canvas.getByRole("dialog")).toBeInTheDocument(); 

 

    await userEvent.click(canvas.getByText("Close")); 

    expect(canvas.queryByRole("dialog")).toBeNull(); 

  } 

}; 

2.2. Логи виконання у Simple-UI 

✓ storybook (chromium) src/components/ui/__stories__/accordion.stories.tsx (1 test) 235ms 

✓ storybook (chromium) src/components/ui/__stories__/badge.stories.tsx (1 test) 227ms 

... 

Test Files 19 passed (19) 

Tests 19 passed (19) 

Duration 4.75s 
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Це демонструє повне проходження interaction-тестів усіх компонентів. 

3. Візуальні регресійні тести з Playwright 

Playwright - інструмент для автоматизації браузера, який у Simple-UI 

використовується для візуальних регресійних тестів. [24] 

Основні завдання Visual Tests: 

 перевірка зовнішнього вигляду компонентів; 

 виявлення небажаних змін після оновлення стилів; 

 підтримка консистентності дизайн-системи; 

 захист від регресій у Tailwind-токенах. 

3.1. Приклад тесту 

test("visual: ui-button--default", async ({ page }) => { 

  await page.goto("/iframe.html?id=atoms-button--default"); 

  expect(await page.screenshot()).toMatchSnapshot("ui-button--default.png"); 

}); 

У цьому прикладі: 

 компонент відкривається через Storybook iframe; 

 робиться скриншот; 

 порівнюється з еталонним (snapshot). 

3.2. Результати запуску (твій лог виконання) 

✓ visual: ui-button--default (931ms) 

✓ visual: ui-alert--default (645ms) 

✓ visual: ui-accordion--default (646ms) 

✓ visual: ui-dialog--default (557ms) 

... 

✓ visual: ui-tooltip--default (610ms) 

 

18 passed (15.0s) 

Це означає: 

 18 компонентів пройшли візуальну перевірку; 

 жодних розбіжностей між скриншотами не виявлено; 

 snapshot-папка містить еталонні зображення: 

tests/visual/__screenshots__/ui.visual.spec.ts-snapshots/ 
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4. A11y-тести (Accessibility) 

Доступність тестується через: 

 @storybook/addon-a11y 

 Storybook panel “Accessibility” 

Перевіряються: 

 рольові атрибути (role="button", role="dialog"); 

 фокус-навігація (keyboard interactions); 

 контрастність кольорів; 

 aria-атрибути. 

Це важливо для компонентів: 

 Dialog 

 Tabs 

 Accordion 

 Button 

 Tooltip 

5. CI/CD автоматизація тестів 

У Simple-UI всі тести запускаються через GitHub Actions: 

- name: Run unit tests 

  run: npm run test 

 

- name: Run storybook interaction tests 

  run: npm run test:storybook 

 

- name: Run visual regression tests 

  run: npm run test:visual 

Це забезпечує: 

 автоматичний контроль якості на кожному PR; 

 неможливість потрапляння компонентів з порушеним UI у main; 

 стабільність між версіями бібліотеки. 

6. Переваги комплексної тестової інфраструктури зображено в таблиці(див. 

табл. 4.2) 

 



 

70 

 

 

таблиця 4.2 - Переваги комплексної тестової інфраструктури 

Тип тестів Інструмент Перевіряє 

Unit Vitest API, логіку, стабільність атомів 

Interaction Storybook + @testing-library поведінку компонентів 

Visual Regression Playwright зовнішній вигляд та відсутність 

UI-регресій 

A11y Storybook addon-a11y доступність, ARIA, фокус 

Integration Storybook взаємодію між 

атомами/молекулами 

 

Разом вони формують повний цикл контролю якості Simple-UI. 

Інфраструктура тестування Simple-UI забезпечує: 

 стабільність UI при будь-яких змінах; 

 захист дизайн-системи від непередбачуваних регресій; 

 високу якість кодової бази; 

 консистентність компонентів; 

 гарантію коректності контрактних конфігурацій; 

 автоматизацію перевірок у CI/CD. 

Завдяки Vitest, Storybook Interaction та Playwright бібліотека Simple-UI 

відповідає стандартам якісних UI-бібліотек та може масштабуватися без ризику 

втрати візуальної цілісності. 

 

4.6 Тестування доступності (A11y) та відповідність стандартам WCAG 

 

Доступність (Accessibility, A11y) є важливою складовою якості 

користувацького інтерфейсу, особливо для UI-бібліотек, які мають бути 

універсальними та придатними до використання у широкому спектрі застосунків. 

Метою тестування доступності є виявлення та усунення бар’єрів, що 

перешкоджають коректному використанню інтерфейсу людьми з обмеженими 

можливостями. 
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Бібліотека Simple-UI реалізує системну підтримку доступності на рівні 

компонентів та використовує інструменти автоматичного тестування, такі як 

Storybook A11y Addon, ARIA-атрибути, keyboard navigation, а також частково 

інтегрує рекомендації стандартів WCAG 2.1 Level AA. 

1. Значення доступності у UI-бібліотеці 

UI-бібліотека має відповідати вимогам доступності, оскільки: 

 її компоненти можуть використовуватися у державних або корпоративних 

продуктах, де WCAG є обов’язковим; 

 це підвищує інклюзивність та якість користувацького досвіду; 

 доступність впливає на SEO, легальну відповідність та загальну якість 

продуктів; 

 бібліотека має працювати для користувачів, які взаємодіють через клавіатуру, 

скрін-рідери чи альтернативні пристрої. 

Simple-UI враховує ці вимоги шляхом упровадження ARIA-патернів, ролей, 

фокус-керування та автоматичного тестування. 

2. Інструменти тестування доступності у Simple-UI 

Для перевірки доступності використовуються такі інструменти: 

● Storybook Addon A11y 

Автоматично аналізує компонент у Storybook на наявність порушень: 

 помилки контрастності; 

 некоректні ARIA-атрибути; 

 відсутність ролей (role); 

 проблеми з tab-навігацією; 

 відсутність фокус-індикаторів. 

● @storybook/testing-library 

Дозволяє писати інтерактивні accessibility-тести. 

● Лінтінг через eslint-plugin-jsx-a11y 

Перевіряє код під час розробки. 

● Рекомендовані WCAG 2.1 патерни 

У Dialog, Tabs, Accordion та Tooltip. 
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3. ARIA-атрибути та ролі, реалізовані у Simple-UI 

Для забезпечення коректної інтеграції зі скрін-рідерами, у компонентах 

використовуються: 

Dialog 

 role="dialog" 

 aria-modal="true" 

 фокус зачиняється у межах модального вікна (focus trap) 

 натискання Escape закриває діалог 

Tabs 

 role="tablist" 

 role="tab" 

 aria-selected 

 aria-controls 

 role="tabpanel" 

Accordion 

 role="button" 

 aria-expanded 

 aria-controls 

Tooltip 

 role="tooltip" 

 aria-hidden для прихованого стану 

Button 

 повна підтримка доступності клавіатури та ARIA-станів (aria-disabled) 

Ці патерни відповідають рекомендаціям WAI-ARIA 1.2. 

4. Тестування доступності у Storybook 

Storybook дозволяє автоматично перевіряти компоненти у спеціальній A11y-

панелі. 

4.1. Процес тестування 

1. Компонент рендериться у Storybook. 

2. Addon A11y виконує аналіз DOM. 
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3. Усі перевірки виконуються аналогічно до Axe-core. 

4. Результати відображаються у вигляді списку помилок і рекомендацій. 

4.2. Приклад типових попереджень 

 "Element does not have sufficient color contrast" 

 "ARIA attribute is not allowed" 

 "Interactive elements must be focusable" 

4.3. Автоматичний тест у Storybook 

import { expect } from "@storybook/jest"; 

import { within } from "@storybook/testing-library"; 

 

export const A11yTest = { 

  play: async ({ canvasElement }) => { 

    const canvas = within(canvasElement); 

    expect(canvas.getByRole("button")).toBeTruthy(); 

  } 

}; 

5. Тестування клавіатурної навігації 

Для користувачів із порушеннями моторики важливо забезпечити 

можливість: 

 переходити між елементами через Tab; 

 активувати кнопки за допомогою Enter або Space; 

 закривати модальні вікна клавішею Escape; 

 перемикати вкладки через клавіші стрілок. 

5.1. Приклад тесту навігації для Tabs 

export const KeyboardNavigation = { 

  play: async ({ canvasElement }) => { 

    const canvas = within(canvasElement); 

 

    await userEvent.tab(); 

    await userEvent.keyboard("{ArrowRight}"); 

    expect(canvas.getByRole("tabpanel")).toBeInTheDocument(); 

  } 

}; 

6. Перевірка контрастності 
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Tailwind-токени кольорів дозволяють дотримуватися стандартів 

контрастності: 

 WCAG Level AA: 4.5:1 

 WCAG Level AAA: 7:1 

Контрастність автоматично перевіряється через Storybook A11y. 

Компоненти Simple-UI, зокрема Button, Badge, Alert, використовують палітру, 

яка відповідає стандартам AA. 

7. Впровадження рекомендацій WCAG 2.1 

У бібліотеці Simple-UI враховано ключові рекомендації зображено в 

таблиці(див. табл. 4.3) 

 

таблиця 4.3 - Переваги комплексної тестової інфраструктури 

Рекомендація Реалізація 

Операбельність повна підтримка клавіатури 

Зрозумілість семантичні role, aria-label 

Сприйнятність коректні кольори та контраст 

Надійність підтримка скрін-рідерів 

 

Особлива увага була приділена компонентам: 

 Dialog 

 Tabs 

 Accordion 

 Tooltip 

Тестування доступності у Simple-UI реалізоване комплексно та відповідає 

сучасним стандартам UI-розробки. 

Основні переваги: 

 гарантована підтримка WCAG 2.1 Level AA; 

 автоматична перевірка доступності у Storybook; 

 використання ARIA-патернів; 

 підтримка клавіатурної навігації; 

 інтеграція у тестовий pipeline; 
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 покращена інклюзивність та універсальність компонентів. 

Завдяки цьому Simple-UI може використовуватися у продутах, що вимагають 

суворих стандартів доступності. 

 

 

4.7. Візуальне тестування (Playwright) та pipeline порівняння еталонів 

 

Візуальне (регресійне) тестування є одним із ключових елементів контролю 

якості інтерфейсу UI-бібліотек, оскільки дозволяє автоматично виявляти будь-які 

зміни у зовнішньому вигляді компонентів. На відміну від юніт- або інтеграційних 

тестів, які перевіряють логіку, візуальні тести гарантують збереження 

консистентності стилів і захищають дизайн-систему від непередбачених регресій у 

верстці, компонуванні чи Tailwind-токенах. 

У Simple-UI для візуального тестування використовується Playwright, що 

забезпечує автоматизований запуск браузера, створення скриншотів компонентів та 

їх порівняння з еталонними значеннями (snapshot baseline). 

Цей підхід дозволяє підтримувати стабільність UI упродовж розробки та оновлення 

бібліотеки. 

1. Мета візуального тестування 

Основні цілі Visual Regression Testing: 

 виявлення змін у зовнішньому вигляді компонентів; 

 перевірка відповідності CSS-стилів; 

 контроль над змінами токенів Tailwind; 

 перевірка адаптивних стилів; 

 запобігання непередбаченим побічним ефектам при рефакторингу; 

 забезпечення стабільності дизайн-системи. 

На відміну від interaction tests, які перевіряють поведінку, visual tests 

фокусуються саме на візуальній частині. 

2. Інтеграція Playwright з Simple-UI 

Візуальні тести запускаються командою: 
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npm run test:visual 

У package.json: 

"test:visual": "playwright test" 

Playwright відкриває компоненти через Storybook iframe, щоб забезпечити 

ізольоване середовище: 

await page.goto("/iframe.html?id=atoms-button--default"); 

Усі компоненти рендеряться у консистентному оточенні: 

 Chromium браузер 

 однакові віконні розміри 

 однакове системне оточення 

 однаковий Tailwind build 

Це гарантує стабільність результатів. 

3. Приклад візуального тесту 

test("visual: ui-button--default", async ({ page }) => { 

  await page.goto("/iframe.html?id=atoms-button--default"); 

  expect(await page.screenshot()).toMatchSnapshot("ui-button--default.png"); 

}); 

Компонент Button відображається у Storybook, робиться скриншот і 

порівнюється з еталонним значенням. 

4. Звіт про виконання тестів (твій реальний лог) 

Ти надав такі результати, які включаємо в диплом як доказ якості: 

  ✓ visual: ui-button--default (931ms) 

  ✓ visual: ui-alert--default (645ms) 

  ✓ visual: ui-accordion--default (646ms) 

  ✓ visual: ui-dialog--default (557ms) 

  ✓ visual: ui-input--default (612ms) 

  ✓ visual: ui-checkbox--default (609ms) 

  ✓ visual: ui-switch--default (612ms) 

  ✓ visual: ui-card--default (636ms) 

  ✓ visual: ui-progress--default (618ms) 

  ✓ visual: ui-meter--default (595ms) 

  ✓ visual: ui-spinner--default (628ms) 

  ✓ visual: ui-skeleton--default (630ms) 



 

77 

  ✓ visual: ui-separator--default (627ms) 

  ✓ visual: ui-label--default (609ms) 

  ✓ visual: ui-kbd--default (611ms) 

  ✓ visual: ui-textarea--default (616ms) 

  ✓ visual: ui-tabs--default (642ms) 

  ✓ visual: ui-tooltip--default (610ms) 

  18 passed (15.0s) 

Це показує: 

 100% успішне проходження усіх 18 visual tests 

 мінімальний час виконання (~15 сек) 

 стабільність зовнішнього вигляду компонентів 

5. Папки з еталонами та результатами 

Playwright створює структуру: 

tests/visual/ 

  ui.visual.spec.ts      - тестові сценарії 

tests/visual/__screenshots__/ 

  ui.visual.spec.ts-snapshots/ 

    ui-tabs--default-darwin.png 

    ui-dialog--default-darwin.png 

    ... 

test-results/ 

  .last-run.json 

Файл: 

{ 

  "status": "passed", 

  "failedTests": [] 

} 

свідчить про повну відповідність усіх компонентів. 

6. Механізм порівняння еталонів 

При запуску тесту Playwright: 

1. Відкриває компонент. 

2. Генерує скриншот. 

3. Порівнює з baseline: 

expect(await page.screenshot()).toMatchSnapshot() 
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4. Якщо різниця > 0.1% → тест падає. 

5. Якщо зміни очікувані - baseline оновлюється командою: 

npm run test:visual -- --update-snapshots 

Це гарантує контрольованість редизайну. 

7. Переваги візуального тестування у Simple-UI зображено в таблиці(див. 

табл. 4.4) 

 

таблиця 4.4 - Переваги візуального тестування у Simple-UI 

Перевага Опис 

Захист від регресій неможливо непомітно зламати UI 

Контроль Tailwind-токенів будь-яка зміна кольорів/spacing видна одразу 

Стабільність компонентів перед релізами бібліотеки 

Автоматична перевірка всіх станів кожен компонент тестується у Storybook 

CI/CD інтеграція тести запускаються при кожному PR 

 

У поєднанні з interaction tests Simple-UI має повний охоплений pipeline. 

8. Visual tests як частина релізного процесу 

Перед кожним релізом: 

1. Запускаються юніт-тести. 

2. Запускаються interaction tests. 

3. Запускаються візуальні тести. 

У GitHub Actions: 

- name: Run visual regression tests 

  run: npm run test:visual 

При наявності візуальної різниці PR блокується. 

Візуальне тестування у Simple-UI забезпечує: 

 стабільність зовнішнього вигляду компонентів; 

 захист від непередбачених змін при оновленнях; 

 автоматичний контроль консистентності стилів; 

 можливість швидкого виявлення проблем у дизайн-системі; 

 покриття складних організмових компонентів (Dialog, Tabs, Accordion). 

Playwright дозволяє інтегрувати простий, надійний та ефективний pipeline 
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візуальної перевірки, який є невід’ємною частиною процесу розробки Simple-UI. 

 

4.8. Інтеграція тестів у CI/CD та забезпечення стабільності розробки 

 

Інтеграція комплексної тестової інфраструктури у процеси безперервної 

інтеграції та доставки (CI/CD) є необхідною умовою для забезпечення стабільності, 

якості та передбачуваності бібліотеки Simple-UI. Оскільки бібліотека є 

фундаментом для інших продуктів, кожна зміна коду має бути автоматично 

перевірена на відповідність стандартам, включаючи функціональність, доступність, 

зовнішній вигляд та коректність конфігурацій. 

У Simple-UI реалізовано повний цикл автоматизованого тестування у CI/CD, 

що включає: 

 запуск юніт-тестів (Vitest); 

 запуск інтерактивних тестів Storybook (Interaction Tests); 

 запуск візуальних регресійних тестів (Playwright); 

 перевірку доступності; 

 формування build-артефактів Storybook; 

 блокування некоректних pull request. 

1. Загальна архітектура CI/CD-процесу 

Для автоматизації процесів у Simple-UI використовується GitHub Actions, що 

дозволяє: 

 автоматично запускати тести при кожному push або pull request; 

 виконувати збірку бібліотеки; 

 створювати артефакти з документацією (Storybook); 

 виконувати візуальні регресійні перевірки; 

 генерувати звіти. 

1.1. Типовий pipeline Simple-UI 

Lint → Unit Tests → Storybook Build → Interaction Tests → Visual Tests → Publish Artifacts 

Pipeline налаштований таким чином, що невдача на будь-якому етапі зупиняє 

його виконання. 

2. Налаштування GitHub Actions 
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Основний workflow-файл знаходиться у .github/workflows/tests.yml. 

Приклад конфігурації: 

name: CI 

 

on: 

  push: 

    branches: [ main ] 

  pull_request: 

    branches: [ main ] 

 

jobs: 

  test: 

    runs-on: ubuntu-latest 

 

    steps: 

      - name: Checkout repository 

        uses: actions/checkout@v3 

 

      - name: Install Node.js 

        uses: actions/setup-node@v3 

        with: 

          node-version: 18 

 

      - name: Install dependencies 

        run: npm install 

 

      - name: Lint code 

        run: npm run lint 

 

      - name: Run unit tests 

        run: npm run test 

 

      - name: Build Storybook 

        run: npm run build-storybook 

 

      - name: Run Storybook interaction tests 

        run: npm run test:storybook 
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      - name: Run Playwright visual regression tests 

        run: npm run test:visual 

3. Інтеграція Vitest у CI/CD 

Vitest перевіряє: 

 базову функціональність атомів; 

 коректність логіки; 

 стабільність API; 

 обробку конфігурацій (UI Contract). 

Приклад команди у workflow: 

- name: Run unit tests 

  run: npm run test 

При падінні хоча б одного тесту PR блокується. 

4. Інтеграція Storybook Interaction Tests 

Interaction-тести забезпечують: 

 перевірку поведінки компонентів; 

 коректність оновлення станів; 

 відповідність очікуваній взаємодії. 

Команда: 

- name: Run Storybook interaction tests 

  run: npm run test:storybook 

У CI тести виконуються у headless Chromium. 

5. Інтеграція Playwright Visual Regression Testing 

Візуальні тести - найбільш критична частина CI/CD Simple-UI, оскільки UI-

бібліотека повинна гарантувати стабільність зовнішнього вигляду. 

Команда в CI: 

- name: Run Playwright visual regression tests 

  run: npm run test:visual 

Якщо хоча б один компонент візуально змінився - workflow зупиняється. 

Артефакти Playwright 

При невдачі CI завантажує: 

 згенеровані скриншоти (actual); 

 baseline (expected); 
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 diff-зображення (visual diff). 

Девелопер може порівняти зміни та прийняти рішення: 

оновити baseline або виправити компонент. 

6. Інтеграція перевірки доступності (A11y) 

Команда: 

A11y-тести виконуються автоматично всередині Storybook при рендерингу 

stories. 

У CI виявляються проблеми: 

 контрастності; 

 aria-атрибутів; 

 семантики; 

 фокус-навігації. 

7. Формування та публікація Storybook як артефакт 

Після успішного проходження тестів Storybook збирається і зберігається як 

артефакт: 

- name: Upload Storybook artifact 

  uses: actions/upload-artifact@v3 

  with: 

    name: storybook 

    path: storybook-static 

Це дозволяє: 

 переглядати компоненти без локального запуску; 

 отримувати “живу документацію” для рев’юерів; 

 використовувати Storybook як офіційний портал документації бібліотеки. 

8. Забезпечення стабільності та якості Simple-UI зображено в таблиці(див. 

табл. 4.5) 

 

таблиця 4.5 - Комплексна інтеграція тестів у CI/CD 

Завдання Як забезпечується 

Стабільність UI Playwright visual tests 

Правильна поведінка Storybook interaction tests 
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Якість коду Lint + Vitest 

Доступність A11y 

Документація Storybook build 

Безпека релізів автоматичне блокування PR при невдачах 

 

У підсумку pipeline гарантує, що у main-гілку потрапляє лише перевірений і 

стабільний код. 

Інтеграція тестів у CI/CD-процес Simple-UI забезпечує: 

 постійну автоматичну перевірку якості; 

 високу стабільність бібліотеки; 

 можливість масштабування без ризиків; 

 захист від логічних, поведінкових і візуальних регресій; 

 стандартизовану систему контролю, яка гарантує відповідність дизайн-

системі. 

Завдяки комплексному підходу Simple-UI до тестування та автоматизації 

бібліотека досягає рівня якості, який відповідає вимогам сучасних професійних UI-

рішень. 

 

4.9 Інструктаж для користувача 

 

1. Загальна структура інтерфейсу Storybook 

 На робочому екрані Storybook користувач бачить мінімалістичний інтерфейс із 

бічною панеллю, у якій представлені всі компоненти бібліотеки Simple-UI, 

згруповані за категоріями відповідно до методології Atomic Design: Accordion, 

Alert, Badge, Button, Card, Tabs, Tooltip тощо (рис. 4.1).Є бічна панель з тегами, 

такими як "auth", "react", "redux", "node", "express", "JWT", "feature", яка 

допомагає користувачам швидко навігувати до публікацій, позначених цими 

темами. 

 У центральній частині інтерфейсу відображається активний компонент разом 

із його документацією, інтерактивним прев’ю та можливістю перегляду 

прикладів використання. 
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 Панель керування дозволяє збільшувати компонент, відкривати сторінку з 

повноекранним переглядом або запускати інтерактивні тести (рис. 4.1). 

 

Рисунок 4.1 - Основний інтерфейс Storybook та навігаційна панель компонентів 

 

1. Перегляд та копіювання прикладів коду 

 Після натискання кнопки Show code користувачеві відкривається блок із 

прикладом JSX-коду, повністю відповідного до рендеру на екрані (рис. 4.2). 

Це дає можливість швидко адаптувати код під власні потреби. 

 Наприклад, у компоненті Accordion показано структуру з <AccordionItem>, 

<AccordionTrigger> та <AccordionPanel>, що дозволяє користувачу правильно 

організувати вкладеність компонентів у власному проєкті. 

 Блок коду доступний для копіювання натисканням кнопки Copy. 
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Рисунок 4.2 - Приклад розгорнутого блоку коду для компонента Accordion 

 

2. Інтерактивна взаємодія з компонентами (Controls): 

 У нижній частині сторінки документації розташована таблиця властивостей 

(props), у якій користувач може змінювати параметри компонента у режимі 

реального часу (рис. 4.3). 

 Приклад: для компонента Button користувач може вибрати варіант стилю 

(default, secondary, destructive, ghost, link) і миттєво побачити, як він змінює 

вигляд кнопки. 

 Після зміни параметрів компонент у верхній панелі оновлюється автоматично 

у режимі live-preview. 
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Рисунок 4.3 - Таблиця властивостей (Controls) для компонента Button 

 

3. Робота зі складними компонентами (Tabs, Dialog, Card) 

 Компонент Tabs дозволяє перемикатися між різними панелями за допомогою 

вкладок. У Storybook користувач може натиснути на вкладки One, Two, Three, 

щоб переглянути відповідний контент (рис. 4.4). 

 У розділі документації відображається блок коду з повною структурою 

компонента: контейнер <Tabs>, список вкладок <TabsList>, окремі вкладки 

<TabsTab> та панелі <TabsPanel>. 

 Це дозволяє користувачу швидко зрозуміти архітектуру компонента та 

інтегрувати його у власний застосунок. 
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Рисунок 4.4 - Демонстрація рендеру Tabs та відповідного JSX-коду 

 

4. Робочий процес взаємодії користувача з бібліотекою Simple-UI 

 Робочий процес побудований таким чином, щоб користувач послідовно 

ознайомився з компонентом у Storybook — переглянув його базовий вигляд у 

Canvas, змінив параметри через Controls та вивчив API у Docs. На блок-схемі 

(рис. 4.5) наведено узагальнену послідовність цих кроків. 

 Після цього користувач тестує взаємодію елемента у вкладці Interactions, а 

потім копіює JSX-код та інтегрує компонент у свій проєкт, виконуючи 

локальні тести або додаючи нові елементи при потребі. 

 Завершальним етапом є використання бібліотеки Simple-UI у продакшн-

середовищі, де стабільність роботи забезпечується комплексним тестуванням і 

CI/CD-процесами. 



 

88 

 

Рисунок 4.5- Блок-схема процесу взаємодії користувача зі Storybook та Simple-UI 



 

89 

ВИСНОВКИ 

 

У процесі виконання магістерської кваліфікаційної роботи було здійснено 

комплексне дослідження, проєктування та розроблення адаптивної та 

масштабованої бібліотеки UI-компонентів Simple-UI з підтримкою 

конфігураційності, створеної на основі сучасних веб-технологій React, Tailwind 

CSS та Storybook. Отримані результати відображають успішне досягнення 

поставленої мети роботи та виконання всіх визначених завдань. Основні підсумки 

дослідження подано нижче. 

 

1. Теоретичні дослідження: 

 Проведено аналіз сучасних бібліотек UI-компонентів (MUI, Chakra UI, 

ShadCN UI, Ant Design), що дозволило визначити їхні сильні та слабкі 

сторони, підходи до архітектури, системи стилізації та варіантності 

компонентів. 

 Досліджено методологію Atomic Design, яка стала основою 

архітектурної структури бібліотеки, забезпечивши розподіл 

компонентів на атоми, молекули та організми. 

 Вивчено підходи до конфігураційності, зокрема JSON-орієнтовані 

контракти та методи декларативного опису UI, що дало змогу створити 

розширюваний UI Contract у Simple-UI. 

 Проаналізовано можливості технологій React 19, Tailwind CSS v4, 

Storybook 8, Vitest та Playwright, що дозволило сформувати 

комплексний технологічний стек для реалізації бібліотеки. 

2. Проектування системи: 

 Розроблено архітектуру бібліотеки Simple-UI, яка забезпечує 

модульність, масштабованість та дотримання принципів повторного 

використання коду. 

 Побудовано модель конфігураційного контракту компонентів, що 

дозволяє централізовано керувати їх поведінкою, станами, стилями та 
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варіантами. 

 Спроєктовано систему дизайн-токенів на основі Tailwind CSS, яка 

гарантує узгодженість стилів, адаптивність та підтримку кастомізації на 

рівні проєктів-споживачів. 

3. Реалізація проекту: 

 Створено понад двадцять UI-компонентів різного рівня складності 

(Button, Input, Badge, Switch, Dialog, Accordion, Tabs тощо), що 

повністю відповідають загальним принципам дизайн-системи та Atomic 

Design. 

 Реалізовано адаптивні стилі, варіантність компонентів та підтримку 

доступності (ARIA-атрибути, клавіатурна навігація, контрастність), 

відповідно до рекомендацій WCAG 2.1. 

 Інтегровано Storybook як інструмент живої документації, що містить 

приклади використання, Controls, таблиці пропсів та автоматично 

генеровану документацію. 

4. Тестування та забезпечення якості: 

 Створено комплексну інфраструктуру тестування, що включає: 

1. юніт-тести (Vitest) для перевірки логіки та API компонентів; 

2. interaction tests у Storybook для моделювання поведінки та роботи 

з користувацькими сценаріями; 

3. візуальні регресійні тести (Playwright), що гарантують 

стабільність UI та захищають від непередбачених змін; 

4. A11y-тести, що автоматично перевіряють доступність. 

 Проведено повний запуск усіх тестів, що продемонстрував їх успішне 

проходження та стабільність компонентів у всіх станах. 

 Реалізовано автоматизацію CI/CD (GitHub Actions), яка забезпечує 

контроль якості на кожному етапі розробки та унеможливлює 

потрапляння в основну гілку коду з помилками або візуальними 

відхиленнями. 

5. Практичні результати: 
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 Створена бібліотека Simple-UI може бути інтегрована у будь-який 

проєкт на базі React або Next.js, забезпечуючи готовий набір 

стандартизованих, протестованих та доступних компонентів. 

 Завдяки архітектурі, побудованій на принципах Atomic Design та UI 

Contract, бібліотека дозволяє легко розширювати функціональність, 

адаптувати стилі, додавати нові компоненти та підтримувати backward 

compatibility. 

 Storybook-документація забезпечує зручний інструмент для 

розробників, дизайнерів та QA-інженерів, сприяє швидкому onboarding-

у та зменшує кількість помилок при інтеграції. 

 

Результати проведеної роботи демонструють, що поставлені завдання були 

успішно виконані, а бібліотека Simple-UI відповідає ключовим вимогам до 

сучасних UI-рішень: адаптивність, масштабованість, конфігураційність, 

доступність та висока якість коду. 

Розроблена бібліотека є готовим практичним інструментом, який може 

використовуватися у комерційних та освітніх проєктах, слугувати основою 

дизайн-системи або бути розширений під специфічні потреби замовника. 

Робота оформлена відповідно до методичних рекомендацій та вимог щодо 

виконання кваліфікаційних робіт для спеціальності 122 «Комп’ютерні науки». 

Отримані результати можуть бути застосовані у подальших дослідженнях, зокрема 

у напрямках побудови дизайн-систем, розроблення DSL-мов для UI-конфігурацій 

або автоматизації UI-тестування. 
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ДОДАТОК А. 

 
// src/components/ui/button.tsx 

 

import * as React from "react"; 

import { cva, type VariantProps } from "class-variance-authority"; 

import { cn } from "@/lib/cn"; 

 

export const buttonVariants = cva( 

  "inline-flex items-center justify-center whitespace-nowrap rounded-md text-sm font-medium transition-all 

focus-visible:outline-none focus-visible:ring-2 focus-visible:ring-ring disabled:opacity-50 disabled:pointer-

events-none", 

  { 

    variants: { 

      variant: { 

        default: 

          "bg-primary text-primary-foreground hover:bg-primary/90", 

        secondary: 

          "bg-secondary text-secondary-foreground hover:bg-secondary/80", 

        outline: 

          "border border-input bg-background hover:bg-accent hover:text-accent-foreground", 

        ghost: 

          "hover:bg-accent hover:text-accent-foreground", 

        link: 

          "text-primary underline-offset-4 hover:underline" 

      }, 

      size: { 

        default: "h-10 px-4 py-2", 

        sm: "h-9 px-3 rounded-md", 

        lg: "h-11 px-8 rounded-md", 

        icon: "h-9 w-9" 

      } 

    }, 

    defaultVariants: { 

      variant: "default", 

      size: "default" 

    } 

  } 

); 
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export interface ButtonProps 

  extends React.ButtonHTMLAttributes<HTMLButtonElement>, 

    VariantProps<typeof buttonVariants> { 

  loading?: boolean; 

  leftIcon?: React.ReactNode; 

  rightIcon?: React.ReactNode; 

} 

 

export const Button = React.forwardRef<HTMLButtonElement, ButtonProps>( 

  ( 

    { 

      className, 

      variant, 

      size, 

      loading, 

      leftIcon, 

      rightIcon, 

      children, 

      disabled, 

      ...props 

    }, 

    ref 

  ) => { 

    const isDisabled = disabled || loading; 

 

    return ( 

      <button 

        ref={ref} 

        className={cn( 

          buttonVariants({ variant, size }), 

          loading && "cursor-wait", 

          className 

        )} 

        disabled={isDisabled} 

        aria-busy={loading || undefined} 

        {...props} 

      > 
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        {leftIcon && ( 

          <span className="mr-2 inline-flex items-center"> 

            {leftIcon} 

          </span> 

        )} 

 

        {loading && ( 

          <span 

            className="mr-2 inline-block h-4 w-4 animate-spin rounded-full border-2 border-t-transparent" 

            role="progressbar" 

            aria-label="Завантаження" 

          /> 

        )} 

 

        <span className="inline-flex items-center">{children}</span> 

 

        {rightIcon && ( 

          <span className="ml-2 inline-flex items-center"> 

            {rightIcon} 

          </span> 

        )} 

      </button> 

    ); 

  } 

); 

 

Button.displayName = "Button"; 

 

 

 

// src/components/ui/input.tsx 

 

import * as React from "react"; 

import { cn } from "@/lib/cn"; 

 

export interface InputProps 

  extends React.InputHTMLAttributes<HTMLInputElement> { 

  error?: string; 
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} 

 

export const Input = React.forwardRef<HTMLInputElement, InputProps>( 

  ({ className, error, id, ...props }, ref) => { 

    const errorId = error ? `${id}-error` : undefined; 

 

    return ( 

      <div className="flex flex-col gap-1"> 

        <input 

          ref={ref} 

          id={id} 

          aria-invalid={!!error} 

          aria-describedby={errorId} 

          className={cn( 

            "flex h-10 w-full rounded-md border bg-background px-3 py-2 text-sm shadow-sm transition-colors 

placeholder:text-muted-foreground focus-visible:outline-none focus-visible:ring-2 focus-visible:ring-ring 

disabled:cursor-not-allowed disabled:opacity-50", 

            error && "border-destructive focus-visible:ring-destructive", 

            className 

          )} 

          {...props} 

        /> 

        {error && ( 

          <p 

            id={errorId} 

            className="text-xs text-destructive" 

          > 

            {error} 

          </p> 

        )} 

      </div> 

    ); 

  } 

); 

 

Input.displayName = "Input"; 
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// src/components/ui/card.tsx 

 

import * as React from "react"; 

import { cn } from "@/lib/cn"; 

 

export const Card = ({ 

  className, 

  ...props 

}: React.HTMLAttributes<HTMLDivElement>) => ( 

  <div 

    className={cn( 

      "rounded-xl border bg-card text-card-foreground shadow-sm", 

      className 

    )} 

    {...props} 

  /> 

); 

 

export const CardHeader = ({ 

  className, 

  ...props 

}: React.HTMLAttributes<HTMLDivElement>) => ( 

  <div 

    className={cn("flex flex-col gap-1.5 p-4", className)} 

    {...props} 

  /> 

); 

 

export const CardTitle = ({ 

  className, 

  ...props 

}: React.HTMLAttributes<HTMLHeadingElement>) => ( 

  <h3 

    className={cn("font-semibold leading-none tracking-tight", className)} 

    {...props} 

  /> 

); 



 

99 

 

export const CardDescription = ({ 

  className, 

  ...props 

}: React.HTMLAttributes<HTMLParagraphElement>) => ( 

  <p 

    className={cn("text-sm text-muted-foreground", className)} 

    {...props} 

  /> 

); 

 

export const CardContent = ({ 

  className, 

  ...props 

}: React.HTMLAttributes<HTMLDivElement>) => ( 

  <div className={cn("p-4 pt-0", className)} {...props} /> 

); 

 

export const CardFooter = ({ 

  className, 

  ...props 

}: React.HTMLAttributes<HTMLDivElement>) => ( 

  <div 

    className={cn( 

      "flex items-center justify-end gap-2 border-t bg-muted/50 px-4 py-3", 

      className 

    )} 

    {...props} 

  /> 

); 

 

 

 

// src/components/ui/tabs.tsx 

 

import * as React from "react"; 

import { cn } from "@/lib/cn"; 
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type TabsContextValue = { 

  value: string; 

  onChange: (value: string) => void; 

}; 

 

const TabsContext = React.createContext<TabsContextValue | null>(null); 

 

export interface TabsProps { 

  value?: string; 

  defaultValue?: string; 

  onValueChange?: (value: string) => void; 

  children: React.ReactNode; 

} 

 

export const Tabs: React.FC<TabsProps> = ({ 

  value, 

  defaultValue, 

  onValueChange, 

  children 

}) => { 

  const [internalValue, setInternalValue] = React.useState( 

    defaultValue ?? "" 

  ); 

 

  const isControlled = value !== undefined; 

  const currentValue = isControlled ? value : internalValue; 

 

  const handleChange = (next: string) => { 

    if (!isControlled) { 

      setInternalValue(next); 

    } 

    onValueChange?.(next); 

  }; 

 

  return ( 

    <TabsContext.Provider 

      value={{ value: currentValue, onChange: handleChange }} 

    > 
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      <div className="flex flex-col gap-2">{children}</div> 

    </TabsContext.Provider> 

  ); 

}; 

 

export const TabsList: React.FC<React.HTMLAttributes<HTMLDivElement>> = ({ 

  className, 

  ...props 

}) => ( 

  <div 

    className={cn( 

      "inline-flex h-9 items-center justify-center rounded-md bg-muted p-1 text-muted-foreground", 

      className 

    )} 

    role="tablist" 

    {...props} 

  /> 

); 

 

export interface TabsTriggerProps 

  extends React.ButtonHTMLAttributes<HTMLButtonElement> { 

  value: string; 

} 

 

export const TabsTrigger: React.FC<TabsTriggerProps> = ({ 

  value, 

  className, 

  children, 

  ...props 

}) => { 

  const ctx = React.useContext(TabsContext); 

  if (!ctx) { 

    throw new Error("TabsTrigger must be used within Tabs"); 

  } 

 

  const isActive = ctx.value === value; 

 

  return ( 
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    <button 

      type="button" 

      role="tab" 

      aria-selected={isActive} 

      aria-controls={`tab-panel-${value}`} 

      onClick={() => ctx.onChange(value)} 

      className={cn( 

        "inline-flex items-center justify-center whitespace-nowrap rounded-sm px-3 py-1.5 text-sm font-medium 

transition-all focus-visible:outline-none focus-visible:ring-2 focus-visible:ring-ring", 

        isActive 

          ? "bg-background text-foreground shadow" 

          : "text-muted-foreground hover:text-foreground hover:bg-background/60", 

        className 

      )} 

      {...props} 

    > 

      {children} 

    </button> 

  ); 

}; 

 

export interface TabsContentProps 

  extends React.HTMLAttributes<HTMLDivElement> { 

  value: string; 

} 

 

export const TabsContent: React.FC<TabsContentProps> = ({ 

  value, 

  className, 

  children, 

  ...props 

}) => { 

  const ctx = React.useContext(TabsContext); 

  if (!ctx) { 

    throw new Error("TabsContent must be used within Tabs"); 

  } 

 

  const isActive = ctx.value === value; 
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  return ( 

    <div 

      id={`tab-panel-${value}`} 

      role="tabpanel" 

      hidden={!isActive} 

      className={cn(isActive && "animate-fade-in", className)} 

      {...props} 

    > 

      {children} 

    </div> 

  ); 

}; 

 

 

 

// src/components/ui/dialog.tsx 

 

import * as React from "react"; 

import { createPortal } from "react-dom"; 

import { cn } from "@/lib/cn"; 

 

interface DialogContextValue { 

  open: boolean; 

  setOpen: (value: boolean) => void; 

} 

 

const DialogContext = React.createContext<DialogContextValue | null>(null); 

 

export interface DialogProps { 

  open?: boolean; 

  defaultOpen?: boolean; 

  onOpenChange?: (value: boolean) => void; 

  children: React.ReactNode; 

} 

 

export const Dialog: React.FC<DialogProps> = ({ 

  open, 
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  defaultOpen, 

  onOpenChange, 

  children 

}) => { 

  const [internalOpen, setInternalOpen] = React.useState( 

    defaultOpen ?? false 

  ); 

 

  const isControlled = open !== undefined; 

  const currentOpen = isControlled ? open : internalOpen; 

 

  const setOpen = (value: boolean) => { 

    if (!isControlled) { 

      setInternalOpen(value); 

    } 

    onOpenChange?.(value); 

  }; 

 

  return ( 

    <DialogContext.Provider value={{ open: currentOpen, setOpen }}> 

      {children} 

    </DialogContext.Provider> 

  ); 

}; 

 

export const DialogTrigger: React.FC< 

  React.ButtonHTMLAttributes<HTMLButtonElement> 

> = ({ children, ...props }) => { 

  const ctx = React.useContext(DialogContext); 

  if (!ctx) throw new Error("DialogTrigger must be inside Dialog"); 

 

  return ( 

    <button 

      type="button" 

      onClick={() => ctx.setOpen(true)} 

      {...props} 

    > 

      {children} 
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    </button> 

  ); 

}; 

 

export const DialogPortal: React.FC<{ children: React.ReactNode }> = ({ 

  children 

}) => { 

  if (typeof document === "undefined") return null; 

  return createPortal(children, document.body); 

}; 

 

export const DialogOverlay: React.FC< 

  React.HTMLAttributes<HTMLDivElement> 

> = ({ className, ...props }) => { 

  const ctx = React.useContext(DialogContext); 

  if (!ctx || !ctx.open) return null; 

 

  return ( 

    <DialogPortal> 

      <div 

        className={cn( 

          "fixed inset-0 z-40 bg-black/40 backdrop-blur-sm", 

          className 

        )} 

        {...props} 

      /> 

    </DialogPortal> 

  ); 

}; 

 

export const DialogContent: React.FC< 

  React.HTMLAttributes<HTMLDivElement> 

> = ({ className, children, ...props }) => { 

  const ctx = React.useContext(DialogContext); 

  if (!ctx || !ctx.open) return null; 

 

  return ( 

    <DialogPortal> 
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      <div className="fixed inset-0 z-50 flex items-center justify-center px-4"> 

        <div 

          role="dialog" 

          aria-modal="true" 

          className={cn( 

            "w-full max-w-lg rounded-xl border bg-background p-6 shadow-lg focus-visible:outline-none", 

            "animate-scale-in", 

            className 

          )} 

          {...props} 

        > 

          {children} 

        </div> 

      </div> 

    </DialogPortal> 

  ); 

}; 

 

export const DialogHeader: React.FC< 

  React.HTMLAttributes<HTMLDivElement> 

> = ({ className, ...props }) => ( 

  <div 

    className={cn("mb-4 flex flex-col gap-1", className)} 

    {...props} 

  /> 

); 

 

export const DialogTitle: React.FC< 

  React.HTMLAttributes<HTMLHeadingElement> 

> = ({ className, ...props }) => ( 

  <h2 

    className={cn("text-lg font-semibold leading-none", className)} 

    {...props} 

  /> 

); 

 

export const DialogDescription: React.FC< 

  React.HTMLAttributes<HTMLParagraphElement> 
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> = ({ className, ...props }) => ( 

  <p 

    className={cn("text-sm text-muted-foreground", className)} 

    {...props} 

  /> 

); 

 

export const DialogFooter: React.FC< 

  React.HTMLAttributes<HTMLDivElement> 

> = ({ className, ...props }) => ( 

  <div 

    className={cn( 

      "mt-4 flex flex-row-reverse gap-2", 

      className 

    )} 

    {...props} 

  /> 

); 

 

export const DialogClose: React.FC< 

  React.ButtonHTMLAttributes<HTMLButtonElement> 

> = ({ children, ...props }) => { 

  const ctx = React.useContext(DialogContext); 

  if (!ctx) return null; 

 

  return ( 

    <button 

      type="button" 

      onClick={() => ctx.setOpen(false)} 

      {...props} 

    > 

      {children} 

    </button> 

  ); 

}; 
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// src/lib/ui-contract.ts 

 

export type VariantConfig = { 

  name: string; 

  values: string[]; 

  defaultValue: string; 

}; 

 

export type ComponentContract = { 

  name: string; 

  description: string; 

  variants: VariantConfig[]; 

  requiredProps?: string[]; 

}; 

 

export const buttonContract: ComponentContract = { 

  name: "Button", 

  description: 

    "Базовий елемент керування, який використовується для запуску дії або події.", 

  variants: [ 

    { 

      name: "variant", 

      values: ["default", "secondary", "outline", "ghost", "link"], 

      defaultValue: "default" 

    }, 

    { 

      name: "size", 

      values: ["default", "sm", "lg", "icon"], 

      defaultValue: "default" 

    } 

  ], 

  requiredProps: ["children"] 

}; 

 

export const inputContract: ComponentContract = { 

  name: "Input", 

  description: "Текстове поле для введення даних користувачем.", 

  variants: [], 
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  requiredProps: ["id", "name"] 

}; 

 

export const contractsRegistry: ComponentContract[] = [ 

  buttonContract, 

  inputContract 

]; 

 

 

 

// src/components/ui/__tests__/button.test.tsx 

 

import { describe, it, expect, vi } from "vitest"; 

import { render, screen, fireEvent } from "@testing-library/react"; 

import { Button } from "../button"; 

 

describe("Button", () => { 

  it("renders with default text", () => { 

    render(<Button>Натисни мене</Button>); 

    expect( 

      screen.getByRole("button", { name: "Натисни мене" }) 

    ).toBeInTheDocument(); 

  }); 

 

  it("applies loading state", () => { 

    render(<Button loading>Завантаження</Button>); 

    expect( 

      screen.getByRole("progressbar") 

    ).toBeInTheDocument(); 

    expect( 

      screen.getByRole("button", { name: "Завантаження" }) 

    ).toBeDisabled(); 

  }); 

 

  it("calls onClick when clicked", () => { 

    const handleClick = vi.fn(); 

    render(<Button onClick={handleClick}>Клік</Button>); 

    fireEvent.click(screen.getByRole("button", { name: "Клік" })); 
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    expect(handleClick).toHaveBeenCalledTimes(1); 

  }); 

 

  it("does not call onClick when disabled", () => { 

    const handleClick = vi.fn(); 

    render( 

      <Button disabled onClick={handleClick}> 

        Клік 

      </Button> 

    ); 

    fireEvent.click(screen.getByRole("button", { name: "Клік" })); 

    expect(handleClick).not.toHaveBeenCalled(); 

  }); 

}); 

 

 

 

// src/components/ui/__tests__/tabs.test.tsx 

 

import { render, screen, fireEvent } from "@testing-library/react"; 

import { describe, it, expect } from "vitest"; 

import { Tabs, TabsList, TabsTrigger, TabsContent } from "../tabs"; 

 

describe("Tabs", () => { 

  it("renders first tab content by default", () => { 

    render( 

      <Tabs defaultValue="one"> 

        <TabsList> 

          <TabsTrigger value="one">Один</TabsTrigger> 

          <TabsTrigger value="two">Два</TabsTrigger> 

        </TabsList> 

        <TabsContent value="one">Контент 1</TabsContent> 

        <TabsContent value="two">Контент 2</TabsContent> 

      </Tabs> 

    ); 

 

    expect(screen.getByText("Контент 1")).toBeVisible(); 

    expect(screen.getByText("Контент 2")).not.toBeVisible(); 
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  }); 

 

  it("changes content when tab clicked", () => { 

    render( 

      <Tabs defaultValue="one"> 

        <TabsList> 

          <TabsTrigger value="one">Один</TabsTrigger> 

          <TabsTrigger value="two">Два</TabsTrigger> 

        </TabsList> 

        <TabsContent value="one">Контент 1</TabsContent> 

        <TabsContent value="two">Контент 2</TabsContent> 

      </Tabs> 

    ); 

 

    fireEvent.click(screen.getByRole("tab", { name: "Два" })); 

    expect(screen.getByText("Контент 2")).toBeVisible(); 

  }); 

}); 

 

 

 

// src/components/ui/__stories__/button.stories.tsx 

 

import type { Meta, StoryObj } from "@storybook/react"; 

import { Button } from "../button"; 

 

const meta: Meta<typeof Button> = { 

  title: "UI/Button", 

  component: Button, 

  args: { 

    children: "Натисни мене" 

  } 

}; 

 

export default meta; 

 

type Story = StoryObj<typeof Button>; 
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export const Default: Story = {}; 

 

export const Loading: Story = { 

  args: { 

    loading: true, 

    children: "Завантаження..." 

  } 

}; 

 

export const Outline: Story = { 

  args: { 

    variant: "outline" 

  } 

}; 

 

 

 

// tests/visual/ui.visual.spec.ts 

 

import { test, expect } from "@playwright/test"; 

 

const stories = [ 

  "ui-button--default", 

  "ui-button--loading", 

  "ui-input--default", 

  "ui-card--default", 

  "ui-tabs--default" 

]; 

 

for (const storyId of stories) { 

  test(`visual: ${storyId}`, async ({ page }) => { 

    await page.goto( 

      `/iframe.html?id=${storyId}&viewMode=story` 

    ); 

    await page.setViewportSize({ width: 1024, height: 640 }); 

 

    await expect( 

      page 
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    ).toHaveScreenshot(`${storyId}-darwin.png`, { 

      maxDiffPixelRatio: 0.01 

    }); 

  }); 

} 

 

 

 

// .storybook/preview.tsx 

 

import type { Preview } from "@storybook/react"; 

import "../src/styles/tailwind.css"; 

 

const preview: Preview = { 

  parameters: { 

    controls: { 

      expanded: true 

    }, 

    actions: { argTypesRegex: "^on[A-Z].*" }, 

    a11y: { 

      element: "#root", 

      manual: false 

    } 

  } 

}; 

 

export default preview; 


